# Python Primer

## Python Overview

Building data structures and algorithms requires that we communicate detailed instructions to a computer. An excellent way to perform such communications is using a high-level computer language, such as Python. The Python programming language was originally developed by Guido van Rossum in the early 1990s, and has since become a prominently used language in industry and education. The second major version of the language, python 2, was released in 2000, and the third major version, Python 3 released in 2008. We note that there are significant incompatibilities between Python 2 and Python 3. This book is based on Python 3 (more specifically, Python 3.1 or later). The latest version of the language is freely available at [www.python.org](http://www.python.org) , along with documentation and tutorials.

In this chapter, we provide an overview of the Python programming language, and we continue this discussion in the next chapter, focusing on object-oriented principles. We assume that readers of this book have prior programming experience, although not necessarily using Python. The book does not provide a complete description of the Python language (there are numerous language references for the purpose), but it does introduce all aspects of the language that are used in code fragments later in this book.

### The Python Interpreter

Python is formally an interpreted language. Commands are executed through a piece of software known as Python interpreter. The interpreter receives a command, evaluates that command, and reports the result of the command. While the interpreter can be used interactively (especially when debugging), a programmer typically defines a series of commands in advance and saves those commands in a plain text file known as source code or a script. For Python, source code is conventionally stored in a file named with the .py suffix (e.g., demo.py).

On most operating systems, the Python interpreter can be started by typing python from the command line. By default, the interpreter starts in interactive mode with a clean workspace. Commands from a predefined script saved in a file (e.g., demo.py) are executed by invoking the interpreter with the filename as an argument (e.g., python demo.py), or using an additional -i flag in order to execute a script and then enter interactive mode (e.g., python -i demo.py).

Many integrated development environments (IDEs) provide richer software development platforms for Python, including one named IDLE that is included with the standard Python distribution. IDLE provides an embedded text-editor with support for displaying and editing Python code, and basic debugger, allowing step-by-step execution of a program while examining key variable values.

### Preview of a Python Program

As a simple introduction, Code Fragment 1‑1 presents a Python program that computes the grade-point average (GPA) for a student based on letter grades that are entered by a user. Many of the techniques demonstrated in this example will be discussed in the remainder of this chapter. At this point, we draw attention to a few high-level issues, for readers who are new to Python as a programming language.

Python's syntax relies heavily on the use of whitespace. Individual statements are typically concluded with a newline character, although a command can extend to another line, either with a concluding backslash character (\), or if an opening delimiter has not yet been closed, such as the { character in defining value\_map.

Whitespace is also key in delimiting the bodies of control structures in Python. Specifically, a block of code is indented to designate it as the body of a control structure, and nested control structures are increasing amounts of indentation. In Code Fragment 1‑1, the body of the while loop consists of the subsequent 8 lines, including a nested conditional structure.

Comments are annotations provided for human readers, yet ignored by the Python interpreter. The primary syntax for comments in Python is based on use of the # character, which designates the remainder of the line as a comment.

![](data:image/png;base64,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)

Fragment 1‑1 executed in python IDLE

## Object in Python

Python is an object-oriented language and classed form the basis for all data types. In this section, we describe key aspects of Python's object model, and we introduce Python's built-in classes, such as the int class for integers, the float class for floating-point values, and the str class for character strings. A more thorough presentation of object-orientation is the focus of Chapter 2.

### Identifiers, Objects, and the Assignment Statement

The most important of all Python commands is an assignment, such as

temperature = 98.6

This command establishes temperature as an identifier (also known as a name), and then associates it with the object expressed on the right-hand side of the equal sign, in this case a floating-point object with value 98.6. We portray the outcome of this assignment in Figure 1‑1

98.6

float

temperature

Figure 1‑1 The identifier temperature references an instance of the float class having value 98.6

#### Identifiers

Identifiers in Python are case-sensitive, so temperature and Temperature are distinct names. Identifiers can be composed of almost any combination of letters, numerals, and underscore characters (or more general Unicode characters). The primary restrictions are that an identifier cannot begin with a numeral (thus 9lives is a an illegal name), and that there are 33 specially reserved words that cannot be used as identifiers, as shown in Table 1‑1.

Table 1‑1 A listing of the reserved words in Python. These names cannot be used as identifiers

|  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- |
| **Reserved Words** | | | | | | | |
| False | as | continue | else | from | In | not | return |
| yield | None | assert | def | except | global | is | or |
| try | True | break | del | finally | If | lambda | pass |
| while | and | class | elif | for | import | nonlocal | raise |
| with |  |  |  |  |  |  |  |

For readers familiar with other programming languages, the semantics of a Python identifier is most similar to reference variable in Java or a pointer variable in C++. Each identifier is implicitly associated with the memory address of the object to with it refers. A Python identifier may be assigned to a special object named None, serving a similar purpose to a null reference in Java or C++.

Unlike Java and C++, Python is a dynamically typed language, as there is no advance declaration associating an identifier with a particular data type. An identifier can associated with any type of object, and it can later be reassigned to another object of the same (or different) type. Although an identifier has no declared type, the object to which it refers has a definite type. In our first example, the characters 98.6 are recognized as a floating-point literal, and thus the identifier temperature is associated with an instance of the float class having that value.

A programmer can establish an alias by assigning a second identifier to an existing object. Continuing with our earlier example, Figure 1‑2 portrays the result of a subsequent assignment, original = temperature.

98.6

float

temperature original

Figure 1‑2 Identifiers temperature and original are aliased for the same object

Once an alias has been established, either name can be used to access the underlying object. If that object supports behaviors that affect its state, changes enacted through one alias will be apparent when using the other alias (because they refer to the same object). However, if one of the names is reassigned to a new value using a subsequent assignment statement, that does not affect the aliased object, rather it breaks the alias. Continuing with our concrete example, we consider the command:

temperature = temperature + 5.0

The execution of this command begins with the evaluation of the expression on the right-hand side of the = operator. That expression, temperature + 5.0, is evaluated based on the existing binding of the name temperature, and so the result has value 103.6, that is, 98.6 + 5.0. That result is stored as a new floating-point instance, and only then is the name on the left-hand side of the assignment statement, temperature, (re)assigned to the result. The subsequent configuration is diagrammed in Figure 1‑3. Of particular note, this last command had no effect on the value of the existing float instance that identifier original continues to reference.

float

float

103.6

temperature original

98.6

Figure 1‑3 The temperature identifier has been assigned to a new value while original

continues to refer to the previously existing value.

### Creating and Using objects

#### Instantiation

The process of creating a new instance of a class is known as instantiation. In general, the syntax for instantiating an object is to invoke the constructor of a class. For example, if there were a class named Widget, we could create an instance of that class using a syntax such as w = Widget(), assuming that the constructor does not require any parameters. If the constructor does require parameters, we might use a syntax such as Widget(a, b, c) to construct a new instance.

Many of Python's built-in classes (discussed in Section 1.2.3) support what is known as a literal form for designating new instances. For example, the command temperature = 98.6 results in the creation of a new instance of the float class; the term 98.6 in that expression is a literal form. We discuss further cases of Python literals in the coming section.

From a programmer's perspective, yet another way to indirectly create a new instance of a class is to call a function that creates and returns such an instance. For example, Python has a built-in function named sorted (see Section1.5.2) that takes a sequence of comparable elements as a parameter and returns a new instance of the list class containing those elements in sorted order.

#### Calling Methods

Python supports traditional functions (see Section 1.5) that are invoked with a syntax such as sorted(data), in which case data is a parameter sent to the function. Python's classes may also define one or more methods (also known as member functions), which are invoked on a specific instance of a class using the dot (“.”) operator. For example, Python's list class has a method named sort that can be invoked with a syntax such as data.sort(). This particular method rearranges the contents of the list so that they are sorted.

The expression to the left of the dot identifies the object upon which the method is invoked. Often, this will be an identifier, (e.g., data), but we can use the dot operator to invoke a method upon the immediate result of some other operation. For example, if response identifies a string instance (we will discuss strings later in this section), the syntax response.lower().startswith('y') first evaluates the method call, response.lower(), which itself returns a new string instance, and then the startwith('y') method is called on that intermediate string.

When using a method of a class, it is important to understand its behavior. Some methods return information about the state of an object, but do not change that state. These are known as accessors. Other methods, such as the sort method of the list class, do change the state of an object. These methods are known as mutators or update methods.

### Python's Built-In Classes

Table 1‑2 provides a summary of commonly used, built-in classes in Python; we take particular note of which classes are mutable and which are immutable. A class is immutable if each object of that class has a fixed value upon instantiation. Once an instance has been created, its value cannot be changed (although an identifier referencing that object can be reassigned to a different value).

Table 1‑2 Commonly used built-in classes for Python

|  |  |  |
| --- | --- | --- |
| Class | Description | Immutable |
| bool | Boolean value | √ |
| int | Integer (arbitrary magnitude) | √ |
| float | Floating-point number | √ |
| list | Mutable sequence of objects |  |
| tuple | Immutable sequence of objects | √ |
| str | Character string | √ |
| set | Unordered set of distinct objects |  |
| frozenset | Immutable form of set class | √ |
| dict | Associative mapping (aka dictionary) |  |

In this section, we provide an introduction to these classes, discussing their purpose and presenting several means for creating instances of the classes. Literal forms (such as 98.6) exist for most of the built-in classes, and all of the classes support a traditional constructor form that creates instances that are based upon one or more existing values. Operators supported by these classes are described in Section 1.3. More detailed information about these classes can be found in later chapters as follows: lists and tuples (Chapter 5); strings (Chapter 5 and 13, and Appendix A); sets and dictionaries (Chapter 10).

#### The bool Class

The bool class is used to manipulate logical (Boolean) values, and the only two instances of that class are expressed as the literals True and False. The default constructor, bool(), returns False, but there is no reason to use that syntax rather than the more direct literal form. Python allows the creation of a Boolean value from a nonboolean type using the syntax bool(foo) for value foo. The interpretation depends upon the type of the parameter. Numbers evaluate to False if zero, and True id nonzero. Sequences and other container types, such as strings and lists, evaluate to False if empty and True if nonempty. An important application of this interpretation is the use of a nonboolean value as a condition in a control structure.

#### The int Class

The int and float classes are primary numeric types in Python. The int class is designed to represent integer values with arbitrary magnitude. Unlike Java and C++, which support different integral types with different precisions (e.g., int, short, long), Python automatically choose the internal representation for an integer based upon the magnitude of its value. Typical literals for integers include 0, 137, and -23. In some contexts, it is convenient to express an integral value using binary, octal, or hexadecimal. That can be done by using a prefix of the number 0 and then a character to describe the base. Example of such literals are respectively 0b1011, 0o52, and 0x7f.

The integer constructor, int(), returns value 0 by default. But this constructor can be used to construct an integer value based upon an existing value of another type. For example, if f represents a floating-point value, the syntax int(f) produces the truncated value of f. For example, both int(3.14) and int(3.99) produce the value 3, while int(-3.9) produces the value -3. The constructor can also be used to parse a string that is presumed to represent an integral value (such as one entered by a user). If s represents a string, then int(s) produces the integral value that string represents. For example, the expression int('137') produces the integer value 137. If an invalid string is given as a parameter, as in int('hello'), a ValueError is raised (see Section 1.7 for discussion of Python's exceptions). By default, the string must use base 10. If conversion from a different base is desired, that base can be indicated as a second, optional, parameter. For example, the expression int('7f',16) evaluates to the integer 127.

>>> int('7f',16)

127

>>> int(3.99)

3

>>> int(-3.9)

-3

>>> int('hello')

Traceback (most recent call last):

File "<pyshell#4>", line 1, in <module>

int('hello')

ValueError: invalid literal for int() with base 10: 'hello'

>>>

#### The float Class

The float class is the sole floating-point type in Python, using a fixed-precision representation. Its precision is more akin to a double in Java or C++, rather than those language's float type. We have already discussed a typical literal form, 98.6. We note that the floating-point equivalent of an integral number can be expressed directly as 2.0. Technically, the trailing zero is optional, so some programmers might use the expression 2. To designete this floating-point literal. One other form of literal for floating-point values uses scientific notation. For example, the literal 6.022e23 represents the mathematical value 6.022×1023.

The constructor form of float() returns 0.0. When given a parameter, the constructor attempts to return the equivalent floating-point value. For example, the call float(2) returns the floating-point value 2.0. If the parameter to the constructor is a string, as with float('3.14'), it attempts to parse that string as a floating-point value, raising a ValueError as an exception.

#### Sequence Types: The list, tuple, and str Classes

The list, tuple, and str classes are sequence types in Python, representing a collection of values in which the order is significant. The list class is the most general, representing a sequence of arbitrary objects (akin to an “array” in other languages). The tuple class is an immutable version of the list class, benefiting from a streamlined internal representation. The str class is specially designed for representing an immutable sequence of text characters. We note that Python does not have a separate class for characters; they are just strings with length one.

#### The list Class

A list instance stores a sequence of objects. A list is a referential structure, as it technically stores a sequence of references to its elements (see Figure 1‑4). Elements of a list may be arbitrary objects (including the None object). Lists are array-based sequences and are zero-indexed, thus a list of length n has elements indexed from 0 to n-1 inclusive. Lists are perhaps the most used container type in Python and they will be extremely central to our study of data structures and algorithms. They have many valuable behaviors, including the ability to dynamically expand and contract their capacities as needed. In this chapter, we will discuss only the most basic properties of lists. We revisit the inner working of all of Python's sequence types as the focus of Chapter 5.

Python uses the characters [ ] as delimiters for a list literal, with [ ] itself being an empty list. As another example, ['red', 'green', 'blue'] is a list containing three string instances. The contents of a list literal need not be expressed as literals; if identifiers a and b have been established, then syntax [a, b] is legitimate.

The list() constructor produces an empty list by default. However, the constructor will accept any parameter that is of an iterable type. We will discuss iteration further in Section 1.8, but examples of iterable types include all of the standard container types (e.g., strings, list, tuples, sets, dictionaries). For example, the syntax list('hello') produces a list of individual characters, ['h', 'e', 'l', 'l', 'o']. Because an existing list is itself iterable, the syntax

backup = list(data)

can be used to construct a new list instance referencing the same contents as the original.
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Figure 1‑4 Python's internal representation of a list of integers, instantiated as

Prime = [2, 3, 5, 7, 11, 13, 17, 19, 23, 29]. The implicit indices of the elements

Are shown below each entry.

#### The tuple Class

The tuple class provides an immutable version of a sequence, and therefore its instances have an internal representation that may be more streamlined than that of a list. While Python uses the [ ] character to delimit a list, parentheses delimit a tuple, with ( ) being an empty tuple. There is one important subtlety. To express a tuple of length as a literal, a comma must be placed after the element, but within the parentheses. For example, (17,) is a one-element tuple. The reason for this requirement is that, without the trailing comma, the expression (17) is viewed as a simple parenthesized numeric expression.

>>> a = (17)

>>> type(a)

<class 'int'>

>>> b = (17,)

>>> type(b)

<class 'tuple'>

>>>

#### The str Class

Python's str class is specifically designed to efficiently represent an immutable sequence of characters, based upon the Unicode international set. Strings have a more compact internal representation than the referential lists and tuples, as portrayed in Figure 1‑5.
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Figure 1‑5 A Python string, which is an indexed sequence of characters.

String literals can be enclosed in single quotes, as in 'hello', or double quotes, as in "hello". This choice is convenient, especially when using another of the quotation characters as an actual character in the sequence, as in "Don't worry". Alternatively, the quote delimiter can be designated using the backslash as a so-called escape character, as in 'Don\'t worry'. Because the backslash has this purpose, the backslash must itself be escaped to occur as a natural character of the string literal, as in 'C:\\Python\\', for a string that would be displayed as C:\Python\. Other commonly escaped characters are \n for newline and \t for tab. Unicode characters can be included, such as '20\u20AC', for the string 20€.

Python also supports using the delimiter ''' or """ to begin and end a string literal. The advantage of such triple-quoted strings is that newline characters can be embedded naturally (rather than escaped as \n). This can greatly improve the readability of long multiple strings in source code. For example, at the beginning of Code Fragment 1‑1, rather than use separate print statements as follows:

print("""Welcome to the GPA calculator.

Please enter all your letter grades, one per line.

Enter a blank line to designate the end""")

#### The set and frozenset Classes

Python's set class represents the mathematical notion of a set, namely a collection of elements, without duplicates, and without an inherent order to those elements. The major advantage of using a set, as opposed to a list, is that it has a highly optimized method for checking whether a specific element is contained in a set. This is based on a data structure known as a hash table (which will be the primary topic of Chapter 10). However, there are two important restrictions due to the algorithmic underpinnings. The first is that the set does not maintain the elements in any particular order. The second is that only instances of immutable types can be added to a Python set. Therefore, objects such as integers, floating-point numbers, and character strings are eligible to be elements of a set. It is possible to maintain a set of tuples, but not a set of lists or a set of sets, as lists and sets are mutable. The frozenset class is an immutable form of the set type, so it is legal to have a set of frozensets.

Python uses curly braces { and } as delimiters for a set, for example, as { 17 } or {'red', 'green', 'blue'}. The exception to this rule is that { } does not represent an empty set; for historical reasons, it represents an empty dictionary (see next paragraph). Instead, the constructor syntax set() produces an empty set. If an iterable parameter is sent to the constructor, then the set of distinct elements is produced. For example, set('hello') peoduces {'l', 'h', 'o', 'e'}.

>>> {'red','green','blue'}

{'blue', 'green', 'red'}

>>> set('hello')

{'l', 'h', 'o', 'e'}

#### The dict Class

Python's dict class represents a dictionary, or mapping, from a set of distinct keys to associated values. For example, a dictionary might map from unique student ID numbers, to larger student records (such as the student's name, address, and course grades). Python implements a dict using an almost identical approach to that of a set, but with storage of the associated values.

A dictionary literal also uses curly braces, and because dictionaries were introduced in Python prior to sets, the literal form { } produces an empty dictionary. A nonempty dictionary is expressed using a comma-separated series of key : value pairs. For example, the dictionary {'ga' : 'Irish', 'de' : 'German'} maps 'ga' to 'Irish' and 'de' to 'German'.

The constructor for the dict class accepts an existing mapping as a parameter, in which case it creates a new dictionary with identical associations as the existing one. Alternatively, the constructor accepts a sequence of key-value pairs as a parameter, as in dict(pairs) with [('ga','Irish'),('de','German')].

>>> pairs = [('ga','Irish'),('de','German')]

>>> dict(pairs)

{'ga': 'Irish', 'de': 'German'}

>>>

## Expressions, Operators, and Precedence

In the previous section, we demonstrated how names can be used to identify existing objects, and how literals and constructors can be used to create instances of built-in classes. Existing values can be combined into large syntactic expressions using a variety of special symbols and keywords known as operators. The semantics of an operator depends upon the type of its operands. For example, when a and b are numbers, the syntax a + b indicates addition, while if a and b are strings, the operator indicates concatenation. In this section, we describe Python's operators in various contexts of the built-in types.

We continue, in Section 1.3.1, by discussing compound expressions, such as a + b \* c, which rely on the evaluation of two or more operations. The order in which the operations of a compound expression are evaluated can affect the overall value of the expression. For this reason, Python defines a specific order of precedence for evaluating operators, and it allows a programmer to override this order by using explicit parentheses to group subexpressions.

#### Logical Operators

Python supports the following keyword operators for Boolean values:

not unary negation

and conditional and

or conditional or

The and and or operators short-circuit, in that they do not evaluate the second operand if the result can be determined based on the value of the first operand. This feature is useful when constructing Boolean expressions in which we first test that a certain conditional holds (such as a reference not being None), and then test a condition that could have otherwise generated an error condition had the prior test not succeeded.

#### Equality Operators

Python supports the following operators to test two notions of equality:

|  |  |
| --- | --- |
| is | same identify |
| is not | different identity |
| == | equivalent |
| != | not equivalent |

The expression a is b evaluate to True, precisely when identifiers a and b are aliases for the same object. The a == b tests a more general notion of equivalence. If identifiers a and b refer to the same object, then a == b should also evaluate to True. Yet a == b also evaluates to True when the identifiers refer to different objects that happen to have values that are deemed equivalent. The precise notion of equivalence depends on the data type. For example, two strings are considered equivalent if they match character for each character. Two sets are equivalent if they have the same contents, irrespective of order. In most programming situations, the equivalence test == and != are the appropriate operators; use of is and is not should be reserved for situations in which it is necessary to detect true aliasing.

#### Comparison Operators

Data types may define a natural order via the following operators:

|  |  |
| --- | --- |
| < | Less than |
| <= | Less than or equal to |
| > | Greater than |
| >= | Greater than or equal to |

These operators have expected behavior for numeric types, and are defined lexicographically, and case-sensitively, for strings. An exception is raised if operands have incomparable types, as with 5 < 'hello'.

#### Arithmetic Operators

Python supports the following arithmetic operators:

|  |  |
| --- | --- |
| + | Addition |
| - | Subtraction |
| \* | Multiplication |
| / | True division |
| // | Integer division |
| % | The modulo operator |

The use of addition, subtraction, and multiplication is straightforward, nothing that if both operands have type int, then the result is an int as well; if one or both operands have type float, the results will be a float.

Python takes more care in its treatment of division. We first consider the case in which both operands have type int, for example, the quantity 27 divided by 4. In mathematical notation, 27 ÷ 4 = 6¾ = 6.75. In Python, the / operator designates true division, returning the floating-point result of the computation. Thus, 27 / 4 results in the float value 6.75. Python supports the pair of operators // and % to perform the integral calculations, with expression 27 // 4 evaluating to int value 6 (the mathematical floor of the quotient), and expression 27%4 evaluating to int value 3, the remainder of the integer division. We note that language such as C, C++, and Java do not support the // operator; instead, the / operator returns the truncated quotient when both operands have integral type, and the result of true division when at least one operand has a floating-point type.

Python carefully extends the semantics of // and % to cases where one or both operands are negative. For the sake of notation, let us assume that variables n and m represent respectively the dividend and divisor of a quotient n/m, and that q = n // m and r = n % m. Python guarantees that q \* m + r will return n. We already saw an example of this identity with positive operands, as 6\*4 + 3 = 27. When the divisor m is positive, Python further guarantees that 0 ≤ r < m. As a consequence, we find that -27 // 4 evaluates to -7 and

-27 % 4 evaluates to 1, as (-7) \* 4 + 1 = -27. When the divisor is negative, Python guarantees that m < r ≤ 0. As an example, 27 // -4 is -7 and 27 % -4 is -1, satisfying the identity 27 = (-7)\*(-4)+(-1).

The conventions for the // and % operators are even extended to floating-point operands, with the expression q = n // m being the integral floor of the quotient, and r = n % m being the remainder to ensure that q \* m + r equals n. For example, 8.2 // 3.14 evaluates to 2.0 and 8.2 % 3.14 evaluates to 1.92, as 2.0\*3.14+1.92 = 8.2.

>>> 27/4

6.75

>>> 27//4

6

>>> 27%-4

-1

>>> 8.2//3.14

2.0

>>> 8.2%3.14

1.919999999999999

>>>

#### Bitwise Operators

Python provides the following bitwise operators for integers:

|  |  |
| --- | --- |
| ~ | Bitwise complement (prefix unary operator) |
| & | Bitwise and |
| | | Bitwise or |
| ^ | Bitwise exclusive -or |
| << | Shift bits left, filling in with zeros |
| >> | Shift bits right, filling in with sign bit |

#### Sequence Operators

Each of Python's built-in sequence types (str, tuple, and list) support the following operator syntax:

|  |  |
| --- | --- |
| S[j] | Element at index j |
| S[start : stop] | Slice including indices [start, stop] |
| S[start: stop: step] | Slice including indices start, start + step, start + 2\*step  … up to but not equaling stop |
| S+t | Concatenation of sequences |
| K \* s | Shorthand for s + s + s + … (k times) |
| Val in s | Containment check |
| Val not in s | Non-containment check |

Python relies on zero-indexing of sequences, thus a sequence of length n has elements indexed from 0 to n-1 inclusive. Python also supports the use of negative indices, which denote a distance from the end of the sequence; index -1 denotes the last element, index -2 the second to last, and so on. Python uses a slicing notation t describe subsequences of a sequences. Slices are described as half-open intervals, with a start index that is included, and a stop index that is excluded. For example, the syntax data[3:8] denotes a subsequence including the five indices: 3, 4, 5, 6, 7. An optional "step", possibly negative, can be indicated as a third parameter of the slice. If a start index or stop index is omitted in the slicing notation, it is presumed to designate the respective extreme of the original sequence.

Because lists are mutable, the syntax s[j] = val can be used to replace an element at a given index. Lists also support a syntax, del s[j], that removes the designated element from the list. Slice notation can also be used to replace or delete a sublist.

The notation val in s can be used for any of the sequences to see if there is an element equivalent to val in the sequence. For strings, the syntax can be used to check for a single character or for a larger substring, as with 'amp' in 'example'.

All sequences define comparison operations based on lexicographic order, performing an element by element comparison until the first difference is found. For example, [5, 6, 9] < [5, 7], because of the entries at index 1. Therefore, the following operations are supported by sequence types:

|  |  |
| --- | --- |
| s == t | Equivalent (element by element) |
| s != t | Not equivalent |
| s < t | Lexicographically less than |
| s <= t | Lexicographically less than or equal to |
| s > t | Lexicographically greater than |
| s >= t | Lexicographically greater than or equal to |

#### Operators for Sets and Dictionaries

Sets and frozensets support the following operators:

|  |  |
| --- | --- |
| key in s | containment check |
| key not in s | non-containment check |
| s1 == s2 | s1 is equivalent to s2 |
| s1 != s2 | s1 is not equivalent to s2 |
| s1 <= s2 | s1 is subset of s2 |
| s1 < s2 | s1 is proper subset of set2 |
| S1 >= s2 | s1 is superset of s2 |
| S1 > s2 | s1 is proper superset of s2 |
| S1 | s2 | the union of s1 and s2 |
| S1 & s2 | the intersection of s1 and s2 |
| S1 – s2 | the set of elements in s1 but not s2 |
| S1 ^ s2 | the set of elements in precisely one of s1 or s2 |

Note well that sets do not guarantee a particular order of their elements, so the comparison operators, such as <, are not lexicographic; rather, they are based on the mathematical notion of a subset. As a result, the comparison operators define a partial order, but not a total order, as disjoint sets are neither "less than", "equal to " or "greater than" each other. Sets also support many fundamental behaviors through named methods (e.g., add, remove); we will explore their functionality more fully in Chapter 10.

#### Extended Assignment Operators

Python supports an extended assignment operator for most binary operators, for example, allowing a syntax such as count += 5. By default, this is a shorthand for the more verbose count = count + 5. For an immutable type, such as a number or a string, one should not presume that this syntax changes the value of the existing object, but instead that it will reassign the identifier to a newly constructed value. (see discussion in Figure 1‑3.) However, it is possible for a type to redefine such semantics to mutate the object, as the list class does for the += operator.

>>> alpha = [1, 2, 3]

>>> beta = alpha

>>> beta += [4, 5] # extends the original list with two more elements

>>> beta = beta + [6, 7] # reassigns beta to a new list [1, 2, 3, 4, 5, 6, 7]

>>> print(alpha)

[1, 2, 3, 4, 5]

>>> print(beta)

[1, 2, 3, 4, 5, 6, 7]

>>>

This example demonstrates the subtle difference between the list semantics for the syntax beta += foo versus beta = beta + foo.

### Compound Expressions and Operator Precedence

Programming languages must have clear rules for the order in which compound expressions, such as 5 + 2 \* 3, are evaluated. The formal order of precedence for operators in Python are given in Table 1‑3. Operators in a category with higher precedence will be evaluated before those lower precedence, unless the expression is otherwise parenthesized. Therefore, we see that Python gives precedence to multiplication over addition, and therefore evaluates the expression 5 + 2 \* 3 as 5 + (2 \* 3), with value 11, but the parenthesized expression (5 + 2) \* 3 evaluates to value 21. Operators within a category are typically evaluated from left to right, thus 5 – 2 + 3 has value 6. Exceptions to this rule include that unary operators and exponentiation are evaluated from right to left.

>>> 5 + 2\*3

11

>>> (5+2)\*3

21

>>> 5-2+3

6

>>>

Python allows a chained assignment, such as x = y = 0, to assign multiple identifiers to the rightmost value. Python also allows the chaining of the comparison operators. For example, the expression 1 < x + y < 10 is evaluated as the compound (1 < x + y) and (x + y < =10), but without computing the intermediate value x + y twice.

Table 1‑3 Operator precedence in Python, with categories ordered from highest precedence to lowest precedence. When stated, we use expr to denote a literal, identifier, or result of a previously evaluated expression. All operators without explicit mention of expr are binary operators, with syntax expr1 operator expr2.

|  |  |  |
| --- | --- | --- |
| **Operator Precedence** | | |
|  | **Type** | **Symbols** |
| 1 | Member access | Expr.member |
| 2 | Function/method calls  Container subscripts/slices | Expr(…)  Expr[…]=- |
| 3 | Exponentiation | \*\* |
| 4 | Unary operators | +expr, -expr, ~expr |
| 5 | Multiplication, division | \*, /, //, % |
| 6 | Addition, subtraction | +, - |
| 7 | Bitwise shifting | <<, >> |
| 8 | Bitwise-and | & |
| 9 | Bitwise-x or | ^ |
| 10 | Bitwise-or | | |
| 11 | Comparisons  Containment | Is, is not, ==, !=, <, <=, >, >=  In, not in |
| 12 | Logical-not | Not expr |
| 13 | Logical-and | And |
| 14 | Logical-or | Or |
| 15 | Conditional | Val1 if cond else val2 |
| 16 | Assignments | =, +=, -=, \*=, etc. |

## Control Flow

In this section, we review Python's most fundamental control structures: conditional statements and loops. Common to all control structures is the syntax used in Python for defining blocks of code. The colon character is used to delimit the beginning of a block of code that acts as a body for a control structure. If the body can be stated as a single executable statement, it can be technically placed on the same line, to the right of the colon. However, a body is more typically typeset as an indented block starting on the line following the colon. Python relies on the indentation level to designate the extent of that block of code, or any nested blocks of code within. The same principles will be applied when designating the body of a function (see Section 1.5), and the body of a class (see Section 2.3).

### Conditionals

Conditional constructs (also known as if statements) provide a way to execute a chosen block of code based on the run-time evaluation of one or more Boolean expressions. In Python, the most general form of a conditional is written as follows:

if first\_condition:

first\_body

elif second\_condition:

second\_body

elif third\_condition:

third\_body

else:

forth\_body

Each condition is a Boolean expression, and each body contains one or more commands that are to be executed conditionally. If the first condition succeeds, the first body will be executed; no other conditions or bodies are evaluated in that case. If the first condition fails, then the process continues in similar manner with the evaluation of the second condition. The execution of this overall construct will cause precisely one of the bodies to be executed. There may be any number of elif clauses (including zero), and the final else clause is optional. As described on Section 1.2.3, nonboolean types may be evaluated as Booleans with intuitive meanings. For example, if response is a string that was entered by a user, and we want to condition a behavior on this being a nonempty string, we may write:

if response:

as a shorthand for the equivalent,

if response != '':

As a simple example, a robot controller might have the following logic:

if door\_is\_closed:

open\_door()

advance()

Notice that the final command, advance(), is not indented and therefore not part of the conditional body. It will be executed unconditionally (although after opening a closed door).

We may nest one control structure within another, relying on indentation to make clear the extent of the various bodies. Revisiting our robot example, here is a more complex control that accounts for unlocking a closed door.

if door\_is\_closed:

if door\_is\_locked:

unlock\_door()

open\_door()

advance()

The logic expressed by this example can be diagrammed as a traditional flowchart, as portrayed in Figure 1‑6.

True
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unlock\_door()
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Figure 1‑6 A flowchart describing the logic of a nested conditional statements.

### Loops

Python offers two distinct looping constructs. A while loop allows general repetition based upon the repeated testing of a Boolean condition. A for loop provides convenient iteration of values from a defined series (such as characters of a string, elements of a list, or numbers within a given range). We discuss both forms in this section.

#### While Loops

The syntax for a while loop in Python is as follows:

while condition:

body

As with an if statement, condition can be an arbitrary Boolean expression, and body can be an arbitrary block of code (including nested control structure). The execution of a while loop begins with a test of the Boolean condition. If that condition evaluates to True, the body of the loop is performed. After each execution of the body, the loop condition is retested, and if it evaluates to True, another iteration of the body is performed. When the conditional test evaluates to False (assuming it ever does), the loop is exited and the flow of control continues just beyond the body of the loop.

As an example, here is a loop that advances an index through a sequence of characters until finding an entry with value 'X' or reaching the end of the sequence.

j = 0

while j < len(data) and data[j] != 'X':

j += 1

The len function, which we will introduce in Section 1.5.2, returns the length of a sequence such as a list or a string. The correctness of this loop relies on the short-circuiting behavior of the and operator, as described on Section 1.3. We intentionally test j < len(data) to ensure that j is a valid index, prior to accessing element data[j] would eventually raise an IndexError when 'X' is not found. (see Section 1.7 for discussion of exceptions.)

As written, when this loop terminates, variable j's value will be the index of the leftmost occurrence of 'X', if found, or otherwise the length of the sequence (which is recognizable as an invalid index to indicate failure of the search). It is worth nothing that this code behaves correctly, even in the special case when the list is empty, as the condition j < len(data) will initially fail and the body of the loop will never be executed.

#### For loops

Python's for-loop syntax is a more convenient alternative to a while loop when iterating through a series of elements. The for-loop syntax can be used on any type of iterable structure, such as a list, tuple str, set, dict, or file (we will discuss iterators more formally in Section1.8). Its general syntax appears as follows.

for element in iterable:

body # body may refer to 'element' as an identifier

For readers familiar with Java, the semantics of Python's for loop is similar to the "for each" loop style introduced in Java 1.5.

As an instructive example of such a loop, we consider the task of computing the sum of a list and numbers. (Admittedly, Python has a built-in function, sum, for this purpose.) We perform the calculation with a for loop as follows, assuming that data identifiers the list:

>>> total = 0

>>> for val in data:

total += val

The loop body executes once for each element of the data sequence, with the identifier, val, from the for-loop syntax assigned at the beginning of each pass to a respective element. It is worth nothing that val is treated as a standard identifier. If the element of the original data happens to be mutable, the val identifier can be used to invoke its methods. But a reassignment of identifier val to a new value has no effect on the original data, nor on the next iteration of the loop.

As a second classic example, we consider the task of finding the maximum value in a list of elements (again, admitting that Python's built-in max function already provides this support). If we can assume that the list, data, has at least one element, we could implement this task as follows:

biggest = data[0]

for val in data:

if val > biggest:

biggest = val

Although we could accomplish both of the above tasks with a while loop, the for-loop syntax had an advantage of simplicity, as there is no need to manage an explicit index into the list nor to author a Boolean loop condition. Furthermore, we can use a for loop in cases for which a while loop does not apply, such as when iterating through a collection, such as a set, that does not support any direct form of indexing.

#### Index-Based For Loops

The simplicity of a standard for loop over the elements of a list is wonderful; however, one limitation of that form is that we do not know where an element resides within the sequence. In some applications, we need knowledge of the index of an element within the sequence. For example, suppose that we want to know where the maximum element in a list resides.

Rather than directly looping over the elements of the list in that case, we prefer to loop over all possible indices of the list. For this purpose, Python provides a built-in class named range that generates integer sequences. (We will discuss generators in Section 1.8.) In simplest form, the syntax range(n) generates the series of n values from 0 to n-1. Conveniently, there are precisely the series of valid indices into a sequence of length n. Therefore, a standard Python idiom for looping through the series of indices of a data sequence uses a syntax:

for j in range(len(data)):

In this case, identifier j is not an element of the data—it is an integer. But the expression data[j] can be used to retrieve the respective element. For example, we can find the index of the maximum element of a list as follows:

big\_index = 0

for j in range(len(data)):

if data[j] > data[big\_index]:

big\_index = j

#### Break and Continue Statements

Python supports a break statement that immediately terminate a while or for loop when executed within its body. More formally, if applied within nested control structures, it causes the termination of the most immediately enclosing loop. As a typical example, here is code that determines whether a target value occurs in a data set:

found = False

for item in data:

if item == target:

found = True

break

Python also supports a continue statement that causes the current iteration of a loop body to stop, but with subsequent passes to the loop proceeding as expected.

We recommend that the break and continue statements be used sparingly. Yet, there are situations in which these commands can be effectively used to avoid introducing overly complex logical conditions.

## Functions

In this section, we explore the creation of and use of functions in Python. As we did in Section 1.2.2, we draw a distinction between functions and methods. We use the general term function to describe a traditional, stateless function that is invoked without the context of a particular class or an instance of that class, such as sorted(data). We use more specific term method to describe a member function that is invoked upon a specific object-oriented message passing syntax, such that data.sort(). In this section, we only consider pure functions; methods will be explored with more general object-oriented principles in Chapter 2.

We begin with an example to demonstrate the syntax for defining functions in Python. The following function counts the number of occurrences of a given target value within any form of iterable data set.

def count(data, target):

n = 0

for item in data:

if item == target:

n += 1

return n

The first line, beginning with the keyword def, serves as the function' signature. This establishes a new identifier as the name of the function (count, in this example), and it establishes the number of parameters that it expects, as well as names identifying those parameters (data and target, in this example). Unlike Java and C++, Python is dynamically typed language, and therefore a Python signature does not designate the types of those parameters, nor the type (if any) of a return value. Those expectations should be stated in the function's documentation (see Section 2.2.3) and can be enforced within the body of the function, but misuse of a function will only be detected at run-time.

The remainder of the function definition is known as the body of the function. As is the case with control structures in Python, the body of a function is typically expressed as an indented block of code. Each time a function is called, Python creates a dedicated activation record that stores information relevant to the current call. This activation record includes what is known as a namespace (see Section 1.10) to manage all identifiers that have local scope within the current call. The namespace includes the function's parameters and any other identifiers that are defined locally within the body of the function. An identifier in the local scope of the function caller has no relation to any identifier with the same name in the caller's scope (although identifiers in different scopes may be aliases to the same object). In our first example, the identifier n has scope that is local to the function call, as does the identifier item, which is established as the loop variable.

#### Return Statement

A return statement is used within the body of a function to indicate that the function should immediately cease execution, and that an expressed value should be returned to the caller. If a return statement is executed without an explicit argument, the None value is automatically returned. Likewise, None well be returned if the flow of control ever reaches the end of a function body without having executed a return statement. Often, a return statement will be the final command within the body of the function, as was the case in our earlier example of a count function. However, there can be multiple return statements in the same function, with conditional logic controlling which such command is executed, if any. As a further example, consider the following function that tests if a value exists in a sequence.

def contains(data, target):

for item in target:

if item == target:

return true

return False

If the conditional within the loop body is ever satisfied, the return True statement is executed and the function immediately ends, with True designating that the target value was found. Conversely, if the for loop reaches its conclusion without ever finding the match, the final return False statement will be executed.

### Information Passing

To be a successful programmer, one must have clear understanding of the mechanism in which a programming language passes information to and from a function. In the context of a function signature, the identifiers used to describe the expected parameters are known as formal parameters, and the objects sent by the caller when invoking the function are the actual parameters. Parameter passing in Python follows the semantics of the standard assignment statement. When a function is invoked, each identifier that serves as a formal parameter is assigned, in the function's local scope, to the respective actual parameter that is provided by the caller of the function.

For example, consider the following call to our count function in Section 1.5:

prizes = count(grade, 'A')

Just before the function body is executed, the actual parameters, grades and 'A', are implicitly assigned to the formal parameters, data and target, as follows:

data = grades

target = 'A'

These assignment statements establish identifier data as an alias for grades and target as a name for the string literal 'A'. (See Figure 1‑7.)

grades data target

list

list

'A'

…

Figure 1‑7: A portrayal of parameter passing in Python, for the functional call

count(grade, 'A'). Identifiers data and target are formal parameters defined

within the local scope of the count function.

The communication of a return value from the function back to the caller is similarly implemented as an assignment. Therefore, with our sample invocation of

prize = count(grade, 'A'), the identifier prizes in the caller's scope is assigned to the object that is identified as n in the return statement within our function body.

An advantage to Python's mechanism for passing information to and from a function is that objects are not copied. This ensures that the invocation of a function is efficient, even in a case where a parameter or return value is a complex object.

#### Mutable Parameters

Python's parameter passing model has additional implications when a parameter is a mutable object. Because the formal parameter is an alias for the actual parameter, the body of the function may interact with the object in ways that change its state. Considering again our sample invocation of the count function, if the body of the function executes the command data.append('F'), the new entry is added to the end of the list identified as data within the function, which is one and the same as the list known to the caller as grades. As an aside, we note that reassigning a new value to a formal parameter with a function body, such as by setting data = [ ], does not alter the actual parameter; such a reassignment simply breaks the alias.

Our hypothetical example of a count method that appends a new element to a list lacks common sense. There is no reason to expect such a behavior, and it would be quite a poor design to have such an unexpected effect on the parameter. There are, however, many legitimate cases in which a function may be designed (and clearly documented) to modify the state of a parameter. As a concrete example, we present the following implementation of a method named scale that's primary purpose is to multiply all entries of a numeric data set by a given factor.

def scale(data, factor):

for j in range(len(data)):

data[j] \*= factor

#### Default Parameter Values

Python provides means for functions to support more than one possible calling signature. Such a function is said to be polymorphic (which is Greek for "many forms"). Most notably, functions can declare one or more default values for parameters, thereby allowing the caller to invoke a function with varying numbers of actual parameters. As an artificial example, if a function is declared with signature

def foo (a, b=15, c=27):

there are three parameters, the last two of which offer default values. A caller is welcome to send three actual parameters, as in foo(4, 12, 8), in which case the default values are not used. If, on the other hand, the caller only sends one parameter, foo(4), the function will execute with parameters values a=4, b=15, c=27. If a caller sends two parameters, they assumed to be first two, with the third being the default. Thus, foo(8, 20) executes with a=8, b=20, c=27. However, it is illegal to define a function with a signature such as bar(a, b=15, c) with b having a default value, yet not the subsequent c; if a default parameter value is present for one parameter, it must be present for all further parameters.

As a more motivating example for the use of a default parameter, we revisit the task of computing a student's GPA (see Code Fragment 1‑1). Rather than assume direct input and output with the console, we prefer to design a function that computes and returns a GPA. Our original implementation uses a fixed mapping from each letter grade (such as a B-) to a corresponding point value (such as 2.67). While that point system is somewhat common, it may not agree with the system used by all schools. (For example, some may assign an 'A+' grade a value higher than 4.0.) Therefore, we design a compute\_gpa function, given in Code Fragment 1‑2, which allows the caller to specify a custom mapping from grades to values, while offering the standard point system as a default.
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Fragment 1‑2 : A function that computes a student's GPA with a point value system that can be customized as an optional parameter.

As an additional example of an interesting polymorphic function, we consider Python's support for range. (Technically, this is a constructor for the range class, but for the sake of this discussion, we can treat it as a pure function.) Three calling syntaxes are supported. The one-parameter form, range(n), generates a sequence of integers from 0 up to but not including n. A two-parameter form, range(start, stop) generates integers from start up to, but not including, stop. A three-parameter form, range(start, stop, step), generates a similar range as range(start, stop), but with increments of size step rather than 1.

This combination of forms seems to violate the rules for default parameters. In particular, when a single parameter is sent, as in range(n), it serves as the stop value (which is the second parameter); the value of start is effectively 0 in that case. However, this effect can be achieved with some sleight of hand, as follows:

def range(start, stop=None, step=1):

if stop is None:

stop = start

start = 0

...

From a technical perspective, when range(n) is invoked, the actual parameter n will be assigned to formal parameter set. Within the body, if only one parameter is received, the start and stop values are reassigned to provide the desired semantics.

#### Keyword Parameters

The traditional mechanism for matching the actual parameters sent by a caller, to the formal parameters declared by the function signature is based on the concept of positional arguments. For example, with signature foo(a=10, b=20, c=30), parameters sent by the caller are matched, in the given order, to the formal parameters. As invocation of foo(5) indicates that a=5, while b and c are assigned their default values.

Python supports an alternative mechanism for sending a parameter to a function known as a keyword argument. A keyword argument is specified by explicitly assigning an actual parameter to a formal parameter by name. For example, with the above definition of function foo, a call foo(c=5) will invoke the function with parameters a=10, b=20, c=5.

A function's author can require that certain parameters be sent only through the keyword-argument syntax. We never place such a restriction in our own function definitions, but we will see several important uses of keyword-only parameters in Python's standard libraries. As an example, the built-in max function accepts a keyword parameter, coincidentally named key, that can be used to vary the notion of "maximum" that is used.

By default, max operators based upon the natural order of elements according to the < operator for that type. But the maximum can be computed by comparing some other aspect of the element. This is done by providing an auxiliary function that converts a natural element to some other value for the sake of comparison. For example, if we are interested in finding a numeric value with magnitude that is maximal (i.e., considering -35 to be larger than +20), we can use the calling syntax max(a, b, key=abs). In this case, the built-in abs function is itself sent as the value associated with the keyword parameter key. (Functions are first-class objects in Python; see Section 1.10.) When a max is called in this way, it will compare abs(a) to abs(b), rather than a to b. The motivation for the keyword syntax as an alternate to positional arguments is important in the case of max. This function is polymorphic in the number of arguments, allowing a call such as max(a, b, c, d); therefore, it is not possible to designate a key function as a traditional positional element. Sorting functions in Python also support a similar key parameter for indicating a nonstandard order. (We explore this further in Section 9.4 and in Section 12.6.1, when discussing sorting algorithms).

### Python's Built-In Functions

Table 1‑4 provides an overview of common functions that are automatically available in Python, including, the previously discussed abs, max, and range. When choosing names for the parameters, we use identifiers x, y, z for arbitrary comparable types. We use the identifier, iterable, to represent an instance of any iterable type (e.g., str, list, tuple, set, dict); we will discuss iterators and iterable data types in Section 1.8. A sequence represents a more narrow category of indexable classes, including str, list, and tuple, but neither set nor dict. Most of the entries in Table 1‑4 can be categorized according to their functionality as follows:

**Input/Output:** print, input, and open will be more fully explained in Section 1.6.

**Character Encoding:** ord and chr relate characters and their integer code points. For example, ord('A') is 65 and chr(65) is 'A'.

**Mathematics:** abs, divmod, pow, round, and sum provide common mathematical functionality; an additional math module will be introduced in Section 1.11.

**Ordering:** max and min apply to any data type that supports a notion of comparison, or to any collection of such values. Likewise, sorted can be used to produce an ordered list of elements drawn from any existing collection.

**Collections/Iterations:** range generates a new sequence of numbers; len reports the length of any existing collection; functions reversed, all, any, and map operate on arbitrary iterations as well; iter and next provide a general framework for iteration through elements of a collection, and are discussed in Section 1.8.

Table 1‑4 Commonly used built-in functions in Python

|  |  |
| --- | --- |
| **Common Built\_In Functions** | |
| **Calling Syntax** | **Description** |
| abs(x) | Return the absolute value of a number. |
| any(iterable) | Return True if bool(e) is True for each element e. |
| chr(integer) | Return True if bool(e) is True for at least one element e. |
| divmod(x, y) | Return (x//y, x % y) as tuple, if x and y are integers. |
| hash(obj) | Return an integer hash value for the object (see Chapter 10) |
| id(obj) | Return the unique integer serving as an |
| input(prompt) | Return a string from standard input; the prompt is optional. |
| isinstance(obj, cls) | Determine if obj is an instance of the class (or a subclass). |
| iter(iterable) | Return a new iterator object for the parameter(see Section 1.8) |
| len(iterable) | Return the number of elements in the given iteration. |
| map(f, iter1, iter2,…) | Return an iterator yielding the result of function calls f(e1, e2, …)  for respective element e1∈iter1, e2∈iter2, … |
| max(iterable) | Return the largest element of the given iteration. |
| max(a, b, c, …) | Return the largest of the arguments. |
| min(iterable) | Return the smallest element of the given iteration. |
| min(a, b, c, …) | Return the smallest argument. |
| next(iterator) | Return the next element reported by the iterator. (see Section 1.8) |
| open(filename, mode) | Open a file with the given name and access mode. |
| ord(char) | Return the Unicode code point of the given character. |
| pow(x, y) | Return the value xy (as an integer if x and y are integers);  Equivalent to x\*\*y. |
| pow(x, y, z) | Return the value (xy mod z) as an integer. |
| print(obj1, obj2) | Print the arguments, with separating spaces and trailing newline. |
| range(stop) | Construct an iteration of values 0, 2, …, stop-1. |
| range(start, stop) | Construct an iteration of values start, start+1, …, stop-1 |
| range(start, stop, step) | Construct an iteration of values start, start + step, start+2\*step,… |
| reversed(sequence) | Return an iteration of the sequence in reverse. |
| round(x) | Return the nearest int value (a tie is broken toward the even value) |
| round(x, k) | Return the value rounded to the nearest 10-k (return-type matches x) |
| sorted(iterable) | Return a list containing elements of the iterable in sorted order. |
| sum(iterable) | Return the sum of the elements in the iterable (must be numeric) |
| type(obj) | Return the class to which the instance obj belongs. |

## Simple Input and Output

In this section, we address the basics of input and output in Python, describing standard input and output through the user console, and Python's support for reading and writing text files.

### Console Input and Output

#### The print Function

The built-in function, print, is used to generate standard output to the console. In its simplest form, it prints an arbitrary sequence of arguments, separated by spaces, and followed by a trailing newline character. For example, the command print('maroon', 5) outputs the string 'maroon 5\n'. Note that arguments need not be string instances. A nonstring argument x will be displayed as str(x). Without any arguments, the command print() outputs a single newline character.

The print function can be customized through the use of the following keyword parameters (see Section 1.5 for a discussion of keyword parameters):

* 1. By default, the print function inserts a separating space into the output between each pair of arguments. The separator can be customized by providing a desired separating string as a keyword parameter, sep. For example, colon-separated output can be produced as print(a, b, c, sep=' : '). The separating string need not be a single character; it can be a longer string, and it can be the empty string, sep= ' ', causing successive arguments to be directly concatenated.
  2. By default, a trailing newline is output after the final argument. An alternative trailing string can be designated using a keyword parameter, end. Designating the empty string end= ' ' suppresses all trailing characters.
  3. By default, the print function sends its output to the standard console. However, output can be directed to a file by indicating an output file stream (see Section 1.6.2) using file as a keyword parameter.

#### The input Function

The primary means for acquiring information from the user console is a built-in function named input. This function displays a prompt, if given as an optional parameter, and then waits until the user enters some sequence of characters followed by the return key. The formal return value of the function is the string of characters that were entered strictly before the return key (i.e., no newline character exists in the returned string).

When reading a numeric value from the user, a programmer must use the input function to get the string of characters, and then use the int or float syntax to construct the numeric value that character string prebsents. That is, if a call to response = input() reports that the user entered the characters, '2013', the syntax int(response) could be used to produce the integer value 2013. It is quite common to combine these operations with a syntax such as

year = int(input('In what year were you born? '))

if we assume that the user will enter an appropriate response. (In Section 1.7 we discuss error handling in such a situation.)

Because input returns a string as its results, use of that function can be combined with the existing functionality of the string class, as described in Appendix A. For example, if the user enters multiple pieces of information on the same line, it is common to call the split method on the result, as in

>>> reply = input('Enter x and y, separated by spaces: ')

Enter x and y, separated by spaces: 230 233

>>> pieces = reply.split() #return a list of strings, as separated by spaces

>>> x = float(pieces[0])

>>> y = float(pieces[1])

>>> print(x,y)

230.0 233.0

>>>

#### A Sample Program

Here is a sample, but complete, program that demonstrates the use of the input and print functions. The tools for formatting the final output is discussed in Appendix A.

>>> age = int(input('Enter your age in year: '))

Enter your age in year: 22

>>> max\_heart\_rate = 206.9 - (0.67 \* age)

>>> target = 0.65 \* max\_heart\_rate

>>> print('Your target fat-burning heart rate is',target)

Your target fat-burning heart rate is 124.904

>>>

### Files

Files are typically accessed in Python beginning with a call to a built-in function, named open, that returns a proxy for interactions with the underlying file. For example, the command, fp = open('sample.txt'), attempts to open a file named sample.txt, returning a proxy that allows read-only access to the text file.

The open function accepts an optional second parameter that determines the access mode. The default mode is 'r' for reading. Other common modes are 'w' for writing to the file (causing any existing file with that name to be overwritten), or 'a' for appending to the end of an existing file. Although we focus on the use of text files, it is possible to work with binary files, using access modes such as 'rb' or 'wb'.

When processing a file, the proxy maintains a current position within the file as an offset from the beginning, measured in number of bytes. When opening a file with mode 'r' or 'w', the position is initially 0; if opened in append mode, 'a', the position is initially at the end of the file. The syntax fp.close() closes the file associated with proxy fp, ensuring that any written contents are saved. A summary of methods for reading and writing a file is given in Table 1‑5

Table 1‑5 Behaviors for interacting with a text file via a file proxy (named fp).

|  |  |
| --- | --- |
| **Calling Syntax** | **Description** |
| fp.read() | Return the (remaining) contents of a readable file as a string. |
| fp.read(k) | Return the next k bytes of a readable file as a string. |
| fp.readline() | Return (remainder of) the current line of a readable file as a string. |
| fp.readlines() | Return (remaining) lines of a readable file as a list of strings. |
| for line in fp: | Iterate all (remaining) lines of a readable file. |
| fp.seek(k) | Change the current position to be at the kth byte of the file. |
| fp.tell() | Return the current position, measured as byte-offset from the start. |
| fp.write(string) | Write given string at current position of the writable file. |
| fp.writelines(seq) | Write each of the strings of the given sequence at the current  position of the writable file. This command does not insert any  newlines, beyond those that are embedded in the strings. |
| print(…, file=fp) | Redirect output of print function to the file. |

#### Reading from a File

The most basic command for reading via a proxy is the read method. When invoked on file proxy fp, as fp.read(k), the command returns a string representing the next k bytes of the file, starting at the current position. Without a parameter, the syntax fp.read() returns the remaining contents of the file in entirely. For convenience, files can be read a line at a time, using the readline method to read one line, or the readlines method to return a list of all remaining lines. Files also support the for-loop syntax, with iteration being line by line (e.g., for line in fp:).

#### Writing to a File

When a file proxy is writable, for example, if created with access mode 'w' or 'a', text can be written using methods write or writelines. For example, if we define fp=open('results.txt', 'w'), the syntax fp.write('Hello World.\n') writes a single line to the file with the given string. Note well that write does not explicitly add a trailing newline, so desired newline characters must be embedded directly in the string parameter. Recall that the output of the print method can be redirected to a file using a keyword parameter, as described in Section 1.6.

## Exception Handling

Exceptions are unexpected events that occur during the execution of a program. An exception might result from a logical error or an unanticipated situation. In Python, exceptions (also known as errors) are objects that are raised (or thrown) by code that encounters an unexpected circumstance. The Python interpreter can also raise an exception should it encounter an unexpected condition, like running out of memory. A raised error may be caught by a surrounding context that "handles" the exception in an appropriate fashion. If uncaught, an exception causes the interpreter to stop executing the program and to report an appropriate message to the console. In this section, we examine the most common error types in Python, the mechanism for catching and handling errors that have been raised, and the syntax for raising errors from within user-defined blocks of the code.

#### Common Exception Types

Python includes a rich hierarchy of exception classes that designate various categories of errors; Table 1‑6 shows many of those classes. The Exception class serves as a base class for most other types. An instance of the various subclasses encodes details about a problem that has occurred. Several of these errors may be raised in exceptional cases by behaviors introduced in this chapter. For example, use of an undefined identifier in an expression causes a NameError, and errant use of the dot notation, as in foo.bar(), will generate an AttributeError if object foo does not support a member named bar.

Table 1‑6 Common exception classes in Python

|  |  |
| --- | --- |
| **Class** | **Description** |
| Exception | A base class for most error types |
| AttributeError | Raised by syntax obj.foo, if obj has no member named foo |
| EOFError | Raised if "end of file" reached for console or file input |
| IOError | Raised upon failure of I/O operation (e.g., opening file) |
| IndexError | Raised if index to sequence is out of bounds |
| KeyError | Raised if nonexistent key requested for set or dictionary |
| KeyboardInterrupt | Raised if user types Ctrl-C while program is executing |
| NameError | Raised if nonexistent identifier used |
| StopIteration | Raised by next(iterator) if no element; see Section 1.8 |
| TypeError | Raised when wrong type of parameter is sent to a function |
| ValueError | Raised when parameter has invalid value (e.g., sqrt(-5)) |
| ZeroDivisionError | Raised when any division operator used with 0 as divisor |

Sending the wrong number, type, or value of parameters to a function is another common cause for an exception. For example, a call to abs("hello") will raise a TypeError because the parameter is not numeric, and a call to abs(3, 5) will raise a TypeError because one parameter is expected. A ValueError is typically raised when the correct number and type of parameters are sent, but a value is illegitimate for the context of the function. For example, the int constructor accepts a string, as with int("137"), but a ValueError is raised if that string does not represent an integer, as with int("3.14") or int("hello").

Python's sequence type (e.g., list, tuple, and str) raise an IndexError when syntax such as data[k] is used with an integer k that is not a valid index for the given sequence (as described in Section 1.2.3). Sets and dictionaries raise a KeyError when an attempt is made to access a nonexistent element.

### Raising an Exception

An exception is thrown by executing the raise statement, with appropriate instance of an exception class as an argument that designates the problem. For example, if a function for computing a sequence root is sent a negative value as a parameter, it can raise an exception with the command:

raise ValueError('x cannot be negative')

This syntax raises a newly created instance of the ValueError class, with the error message serving as a parameter to the constructor. If this exception is not caught within the body of the function, the execution of the function immediately ceases and the exception is propagated to the calling context (and possibly beyond).

When checking the validity of parameters sent to a function, it is customary to first verify that a parameter is of an appropriate type, and then to verify that it has an appropriate value. For example, the sprt function in Python's math library performs error-checking that might be implemented as follows:

>>> def sqrt(x):

if not isinstance(x, (int, float)):

raise TypeError('x must be numeric')

elif x < 0:

raise ValueError('x cannot be negative')

>>> sqrt(-1)

Traceback (most recent call last):

File "<pyshell#6>", line 1, in <module>

sqrt(-1)

File "<pyshell#5>", line 5, in sqrt

raise ValueError('x cannot be negative')

ValueError: x cannot be negative

>>> sqrt('hello')

Traceback (most recent call last):

File "<pyshell#7>", line 1, in <module>

sqrt('hello')

File "<pyshell#5>", line 3, in sqrt

raise TypeError('x must be numeric')

TypeError: x must be numeric

>>>

Checking the type of an object can be performed at run-time using the built-in function, isinstance. In simplest form, isinstance(obj, cls) returns True if object, obj, is an instance of class, cls, or any subclass of that type. In the above example, a more general form is used with a tuple of allowable types indicated with the second parameter. After confirming that the parameter is numeric, the function enforces an expectation that the number be nonnegative, raising a ValueError otherwise.

How much error-checking to perform within a function is a matter of debate. Checking the type and value of each parameter demands additional execution time and, if taken to an extreme, seems counter to the nature of Python. Consider the built-in sum function, which computes a sum of a collection of numbers. As implementation with rigorous error-checking might be written as follows:

def sum(values):

if not isinstance(values, collections.Iterable):

raise TypeError('parameter must be an iterable type')

total = 0

for v in values:

if not isinstance(v, (int, float)):

raise TypeError('elements must be numeric')

total = total + v

return total

>>> import collections

>>> a = [2,3,4]

>>> sum(a)

9

>>>

The abstract base class, collections. Iterable, includes all of Python's iterable containers types that guarantee support for the for-loop syntax (e.g., list, tuple, set); we discuss iterables in Section 1.8, and the use of modules, such as collections, in Section 1.11. Within the body of the loop, each element is verified as numeric before being added to the total. A far more direct and clear implementation of this function can be written as follows:

def sums(values):

total = 0

for v in values:

total = total + v

return total

Interestingly, this simple implementation performs exactly like Python's built-in version of the function. Even without the explicit checks, appropriate exceptions are raised naturally by the code. In particular, if values is not an iterable type, the attempt to use the for-loop syntax raises a TypeError reporting that the object is not iterable. In the case when a user sends an iterable type that includes a nonnumerical element, such as sum([3.14, 'opps']), a TypeError is naturally raised by the evaluation of expression total + v. The error message

unsupported operand type(s) for +: 'float' and 'str'

should be sufficiently informative to the caller. Perhaps slightly less obvious is the error that results from sum(['alpha', 'beta']). It will technically report a failed attempt to add an int and str, due to the initial evaluation of total + 'appha', when total has been initialized to 0.

In the remainder of this book, we tend to favor the simpler implementations in the interest of clean presentation, performing minimal error-checking in most situations.

### Catching an Exception

There are several philosophies regarding how to cope with possible exceptional cases when writing code. For example, if a division x/y is to be computed, there is clear risk that a ZeroDivisionError will be raised when variable y has value 0. In an ideal situation, the logic of the program may dictate that y has nonzero value, thereby removing the concern for error. However, for more complex code, or in a case where the value of y depends on some external input to the program, there remains some possibility of an error.

One philosophy for managing exceptional cases is to "look before you leap." The goal is to entirely avoid the possibility of an exception being raised through the use of a proactive conditional test. Revisiting our division example, we might avoid the offending situation by writing:

if y != 0:

ratio = x/y

else:

… do something else …

A second philosophy, often embraced by Python programmers, is that "*it is easier to ask for forgiveness than it is to get permission*." This quote is attributed to Grace Hopper, an early pioneer in computer science. The sentiment is that we need not spend extra execution time safeguarding against every possible exceptional case, as long as there is a mechanism for coping with a problem after it arises. In Python, this philosophy is implemented using a try-except control structure. Revisiting our first example, the division operation can be guarded as follows:

try:

ratio = x/y

except ZeroDivisionError:

... do something else ...

In this structure, the "try" block is the primary code to be executed. Although it is a single command in this example, it can more generally be a larger block of indented code. Following the try-block are one or more "except" cases, each with an identified error type and an indented block of code that should be executed if the designated error is raised within the try-block.

The relative advantage of using a try-except structure is that the non-exceptional case runs efficiently, without extraneous checks for the exceptional condition. However, handling the exceptional case requires slightly more time when using a try-except clause is best used when there is reason to believe that the exceptional case is relatively unlikely, or when it is prohibitively expensive to proactively evaluate a condition to avoid the exception.

Exception handling is particularly useful when working with user input, or when reading from or writing to files, because such interactions are inherently less predictable. In Section 1.6.2, we suggest the syntax, fp = open('sample.txt') for opening a file with read access. That command may raise an IOError for a variety of reasons, such as a non-existent file, or lack of sufficient privilege for opening a file. It is significantly easier to attempt the command and catch the resulting error than it is to accurately predict whether the command will succeed.

We continue by demonstrating a few other forms of the try-except syntax. Exceptions are objects that can be examined when caught. To do so, an identifier must be established with a syntax as follows:

try:

fp = open('sample.txt')

except IOError as e:

print('Unable to open the file',e)

Unable to open the file [Errno 2] No such file or directory: 'sample.txt'

>>>

In this case, the name, e, denotes the instance of the exception that was thrown, and printing it causes a detailed error message to be displayed (e.g., "file not found").

A try-statement may handle more than one type of exception. For example, consider the following command from Section 1.6.1:

age = int(input('Enter your age in years: '))

This command could fail for a variety of reasons. The call to input will raise an EOFError if the console input fails. If the call to input completes successfully, the int constructor raises a ValueError if the user has not entered characters representing a valid integer. If we want to handle two or more types of errors in the same way, we can use a single except-statement, as in the following example:

>>> age = -1

>>> while age <= 0:

try:

age = int(input('Enter your age in years: '))

if age <= 0:

print('Your age must be positive')

except (ValueError, EOFError):

print('Invalid response')

Enter your age in years: -2

Your age must be positive

Enter your age in years: hello

Invalid response

Enter your age in years: 22

>>>

We use the tuple, (ValueError, EOFError), to designate the types of errors that we wish to catch with the except-clause. In this implementation, we watch either error, print a response, and continue with another pass of the enclosing while loop. We note that when an error is raised within the try-block, the remainder of that body is immediately skipped. In this example, if the exception arises within the call to input, or the subsequent call to the int constructor, the assignment to age never occurs, nor the message about needing a positive value. Because the value of age will be unchanged, the while loop will continue. If we preferred to have the while loop continue without printing the 'Invalid response' message, we could have written the exception-clause as

except (valueError, EOFError):

pass

The keyword, pass, is a statement that does nothing, yet it can serve syntactically as a body of a control structure. In this way, we quietly catch the exception, thereby allowing the surrounding while loop to continue.

In order to provide different responses to different types of errors, we may use two or more except-clauses as part of a try-structure. In our previous example, an EOFError suggests a more insurmountable error than simply an errant value being entered. In this case, we might wish to provide a more specific error message, or perhaps to allow the exception to interrupt the loop and be propagated to a higher context. We could implement such behavior as follows: (press Ctrl-D to see what happens)

>>> age = -1

>>> while age <= 0:

try:

age = int(input('Enter your age in years: '))

if age <= 0:

print('Your age must be positive')

except ValueError:

print('That is an invalid age specification')

except EOFError:

print('There was an unexpected error reading input.')

raise

In this implementation, we have separate except-clauses for the ValueError and EOFError cases. The body of the clause for handling an EOFError relies on another technique in Python. It uses the raise statement without any subsequent argument, to re-raise the same exception, and then to interrupt the whole loop and propagate the exception upward.

In closing, we note two additional features of try-except structures in Python. It is permissible to have a final except-clause without any identified error types, using syntax except:, to catch any other exceptions that occurred. However, this technique should be used sparingly, as it is difficult to suggest how to handle an error of an unknown type. A try-statement can have a finally clause, with a body of code that will always be executed in the standard or exceptional cases, even when an uncaught or re-raised exception occurs. That block is typically used for critical cleanup work, such as closing an open file.

## Iterators and Generators

In Section 1.4.2, we introduced the for-loop syntax beginning as:

for element in iterable:

and we noted that there are many types of objects in Python that qualify as being iterable. Basic container types, such as list, tuple, and set, qualify as iterable types. Furthermore, a string can produce an iteration of its characters, a dictionary can produce an iteration of its keys, and a file can produce an iteration of its lines. User-defined types may also support iteration. In Python, the mechanism for iteration is based upon the following conventions:

1. An iterator is an object that manages an iteration through a series of values. If variable, i, identifies an iterator object, then each call to the built-in function, next(i), produces a subsequent element from the underlying series, with a StopIteration exception raised to indicate that there are no further elements.
2. An iterable is an object, obj, that produces an iterator via the syntax iter(obj).

By these definitions, an instance of a list is an iterable, but not itself an iterator. With data = [1, 2, 4, 8], it is not legal to call next(data). However, an iterator object can be produced with syntax, i = iter(data), and each subsequent call to next(i) will return an element of that list. The for-loop syntax in Python simply automates this process, creating an iterator for the given iterable, and then repeatedly calling for the next element until catching the Stop-Iteration exception.

More generally, it is possible to create multiple iterators based upon the same iterable object, with each iterator maintaining its own state of progress. However, iterators typically maintain their state with indirect reference back to the original collection of elements. For example, calling iter(data) on a list instance produces an instance of the list\_iterator class. That iterator does not store its own copy of the list of elements. Instead, it maintains a current index into the original list, representing the next element to be reported. Therefore, if the contents of the original list are modified after the iterator is constructed, but before the iteration is complete, the iterator will be reporting the updated contents of the list.

Python also supports functions and classes that produce an implicit iterable series of values, that is, without constructing a data structure to store all of its values at once. For example, the call range(1000000) does not return a list of numbers; it returns a range object that is iterable. This object generates the million values one at a time, and only as needed. Such a *lazy evaluation* technique has great advantage. In the case of range, it allows a loop of the form, for j in range(1000000):, to execute without setting aside memory for storing one million values. Also, if such a loop were to be interrupted in some fashion, no time will have been spent computing unused values of the range.

We see lazy evaluation used in many of Python's libraries. For example, the dictionary class supports methods key(), values(), and items(), which respectively produce a "view" of all keys, values, or(key, value) pairs within a dictionary. None of these methods produces an explicit list of results. Instead, the views that are produced are iterable objects based upon the actual contents of the dictionary. An explicit list of values from such an iteration can be immediately constructed by calling the list class constructor with the iteration as a parameter. For example, the syntax list(d.values()) produces a list that has elements based upon the current values of dictionary d. We can similarly construct a tuple or set instance based upon a given iterable.

#### Generators

In Section 2.3.4, we will explain how to define a class whose instances serve as iterators. However, the most convenient technique for creating iterators in Python is through the use of generators. A generator is implemented with a syntax that is very similar to a function, but instead of returning values, a yield statement is executed to indicate each element of the series. As an example, consider the goal of determining all factors of a positive integer. For example, the number 100 has factors 1, 2, 4, 5, 10, 20, 25, 50, 100. A traditional function might produce and return a list containing all factors, implemented as:

def factors(n):

result = []

for k in range(1, n+1):

if n % k == 0:

result.append(k)

return result

>>> factors(100)

[1, 2, 4, 5, 10, 20, 25, 50, 100]

>>>

In contrast, an implementation of a generator for computing those factors could be implemented as follows:

def factors(n):

for k in range(1, n+1):

if n % k == 0:

yield k

Notice use of the keyword **yield** rather than **return** to indicate a result. This indicates to Python that we are defining a generator, rather than a traditional function. It is illegal to combine yield and return statements in the same implementation, other than a zero-argument return statement to cause a generator to end its execution. If a programmer writes a loop such as for factor in factor(100):, an instance of our generator is created. For each iteration of the loop, Python executes our procedure until a yield statement indicates the next value. At that point, the procedure is temporarily interrupted, only to be resumed when another value is requested. When the flow of control naturally reaches the end of our procedure (or a zero-argument return statement), a StopIteration exception is automatically raised. Although this particular example uses a single yield statement in the source code, a generator can rely on multiple yield statements in different constructs, with the generated series determined by the natural flow of control. For example, we can greatly improve the efficiency of our generator for computing factors of a number, n, by only-testing values up to the square root of that number, while reporting the factor n//k that is associated with each k (unless n//k equals k). We might implement such a generator as follows:

def factors(n):

k = 1

while k \* k < n:

if n % k == 0:

yield k

yield n//k

k += 1

if k \* k == n: # special case if n is perfect square 10\*10=100

yield k

>>> for i in factors(100):

print(i)

1

100

2

50

4

25

5

20

10

>>>

We should note that this generator differs from our first version in that the factors are not generated in strictly increasing order. For example, factors(100) generates the series 1, 100, 2, 50, 4, 25, 5, 20, 10.

In closing, we wish to emphasize the benefits of lazy evaluation when using a generator rather than a traditional function. The results are only computed if requested, and the entire series need not reside in memory at one time. In fact, a generator can effectively produce an infinite series of values. As an example, the Fibonacci numbers form a classic mathematical sequence, starting with value 0, then value 1, and then each subsequent value being the sum of the two preceding values. Hence, the Fibonacci series begins as: 0, 1, 2, 3, 5, 8, 13, … The following generator produces this infinite series.

def fibonacci():

a = 0

b = 1

while True: # or a < 1000000, a < n, something like that

yield a

future = a + b

a = b

b = future

## Additional Python Conveniences

In this section, we introduce several features of Python that are particularly convenient for writing clean, concise code. Each of these syntaxes provide functionality that could otherwise be accomplished using functionality that we have introduced easier in this chapter. However, at times, the new syntax is a more clear and direct expression of the logic.

### Conditional Expressions

Python supports a conditional expression syntax that can replace a simple control structure. The general syntax is an expression of the form:

expr1 if condition else expr2

This compound expression evaluates to expr1 if the condition is true, and otherwise evaluates to expr2. For those familiar with Java or C++, this is equivalent to the syntax, *condition ? expr : expr2*, in those languages.

As an example, consider the goal of sending the absolute value of a variable, n, to a function (and without relying on the built-in abs function, for the sake of example). Using a traditional control structure, we might accomplish this as follows:

if n >= 0:

param = n

else:

param = -n

result = foo(param)

With the conditional expression syntax, we can directly assign a value to variable, param, as follows:

param = n if n >= 0 else -n

result = foo(param)

In fact, there is no need to assign the compound expression to a variable. A conditional expression can itself serve as a parameter to the function, written as follows:

result = foo(n if n >= 0 else -n)

Sometimes, the mere shortening of source of code is advantageous because it avoids the distraction of a more cumbersome control structure. However, we recommend that a conditional expression be used only when it improves the readability of the source code, and when the first of two options is the most "natural" case, given its prominence in the syntax. (We prefer to view the alternative value as more exceptional.)

### Comprehension Syntax

A very common programming task is to produce one series of values based upon the processing of another series. Often, this task can be accomplished quite simply in Python using what is known as a **comprehension syntax**. We begin by demonstrating list comprehension, as this was the first form to be supported by Python. Its general form is as follows:

[ expression **for** value **in** iterable **if** condition]

We note that both expression and condition may depend on value, and that the if-clause is optional. The evaluation of the comprehension is logically equivalent to the following traditional control structure for computing a resulting list:

result = []

for value in iterable:

if condition:

result.append(expression)

As a concrete example, a list of the squares of numbers from 1 to n, that is [1,4,9,16,25, …, n2], can be created by traditional means as follows:

squares = []

for k in range(1, n+1):

squares.append(k\*k)

With list comprehension, this logic is expressed as follows:

squares = [k\*k for k in range(1, n+1)]

As a second example, Section 1.8 introduced the goal of producing a list of factors for an integer n. That task is accomplished with the following list comprehension:

factors = [k for k in range(1, n+1) if n % k == 0]

Python supports a similar comprehension syntax that respectively produce a set, generator, or dictionary. We compare those syntaxes using our example for producing the square of numbers.

>>> n = 9

>>> [ k\*k for k in range(1, n+1)] # list comprehension

[1, 4, 9, 16, 25, 36, 49, 64, 81]

>>> { k\*k for k in range(1, n+1)} # set comprehension

{64, 1, 4, 36, 9, 16, 49, 81, 25}

>>> ( k\*k for k in range(1, n+1)) # generator comprehension

<generator object <genexpr> at 0x01EE4CC0>

>>> { k : k\*k for k in range(1, n+1)} # dictionary comprehension

{1: 1, 2: 4, 3: 9, 4: 16, 5: 25, 6: 36, 7: 49, 8: 64, 9: 81}

>>>

>>> total = sum(k\*k for k in range(1, n+1))

>>> print(total)

285

>>>

The generator syntax is particularly attractive when results do not need to be stored in memory. For example, to compute the sum of the first n squares, the generator syntax,

total = sum(k\*k for k in range(1, n +1)),

is preferred to the use of an explicitly list comprehension as the parameter.

### Packing and Unpacking of Sequences

Python provides two additional conveniences involving the treatment of tuples and other sequence types. The first is rather cosmetic. If a series of comma-separated expressions are given in a larger context, they will be treated as a single tuple, even if no enclosing parentheses are provided. For example, the assignment

>>> data = 2,4,6,8

>>> data

(2, 4, 6, 8)

>>>

Result in identifier, data, being assigned to the tuple (2, 4, 6, 8). This behavior is called automatic packing of a tuple. One common use of packing in Python is when returning multiple values from a function. If the body of a function executes the command,

return x, y

it will be formally returning a single object that is the tuple (x, y).

As a dual to the packing behavior, Python can automatically unpack a sequence. As an example, we can write

>>> a, b, c, d = range(7, 11)

>>> a

7

>>>

which has the effect of assigning a = 7, b = 8, c = 9, and d = 10, as those are the four values in the sequence returned by the call to range. For this syntax, the right-hand side expression can be any iterable type, as long as the number of variables on the left-hand side is the same as the number of elements in the iteration.

This technique can be used to unpack tuples returned by a function. For example, the built-in function, divmod(a, b), returns the pair of values (a//b, a % b) associated with an integer division. Although the caller can consider the return value to be a single tuple, it is possible to write

quotient, remainder = divmod(a, b)

to separately identify the two entries of the returned tuple. This syntax can also be used in the context of a for loop, when iterating over a sequence of iterables, as in

>>> for x, y in [(7,2),(5,8),(6,4)]:

print(x, y)

7 2

5 8

6 4

>>>

In this example, there will be three iterations of the loop. During the first pass, x=7 and y=2, and so on. This style of loop is quite commonly used to iterate through key-value pairs that are returned by the items() method of the dict class, as in:

for k, v in mapping.items()

#### Simultaneous Assignments

The combination of automatic packing and unpacking forms a technique known as **simultaneous assignment**, whereby we explicitly assign a series of values to a series of identifiers, using a syntax:

x, y, z = 6, 2, 5

In effect, the right-hand side of this assignment is automatically packed into a tuple, and then automatically unpacked with its elements assigned to the three identifiers on the left-hand side.

When using a simultaneous assignment, all of the expressions are evaluated on the right-hand side before any of the assignments are made to the left-hand variables. This is significant, as it provides a convenient means for swapping the values associated with two variables:

j, k = k, j

With this command, j will be assigned to the old value of k, and k will be assigned to the old value of j. Without simultaneous assignment, a swap typically requires more delicate use of a temporary variable, such as

temp = j

j = k

k = temp

With the simultaneous assignment, the unnamed tuple representing the packed values on the right-hand side implicitly serves as the temporary variable when performing such a swap.

The use of simultaneous assignments can greatly simplify the presentation of code. As an example, we reconsider the generator in Section 1.8 that produces the Fibonacci series. Within each pass of the loop, the goal was to reassign a and b, respectively, to the values of b and a+b. At the time, we accomplished this with brief use of a third variable. With simultaneous assignments, that generator can be implemented more directly as follows:

def fibonacci():

a, b = 0, 1

while True:

yield a

a, b = b, a +b

>>> print(fibonacci)

<function fibonacci at 0x02216858>

>>> for i in fibonacci():

print(i)

## Scopes and Namespaces

When computing a sum with the syntax x + y in Python, the names x and y must have been previously associated with objects that serves as values; a NameError will be raised if no such definitions are found. The process of determining the value associated with an identifier is known as **name resolution**.

Whenever an identifier is assigned to a value, that definition is made with a specific scope. Top-level assignments are typically made in what is known as global scope. Assignments made within the body of a function typically have scope that is local to that function call. Therefore, an assignment, x = 5, within a function has no effect on the identifier, x, in the broader scope.

Each distinct scope in Python is represented using an abstraction known as a namespace. A namespace manages all identifiers that are currently defined in a given scope. Figure 1‑8 portrays two namespaces, one being that of a caller to our count function from Section 1.5, and the order being the local namespace during the execution of that function.
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Figure 1‑8 A portrayal of the two namespaces associated with a user's call count(grade, 'A'),

as defined in Section 1.5. The left namespace is the caller's and the right namespace

represents the local scope of the function.

Python implements a namespace with its own dictionary that maps each identifying string (e.g., 'n') to its associated value. Python provides several ways to examine a given namespace. The function, dir, reports the names of the identifiers in a given namespace (i.e., the keys of the dictionary), while the function, vars, returns the full dictionary. By default, calls to dir() and vars() report on the most locally enclosing namespace in which they are executed.

When an identifier is indicated in a command, Python searches a series of namespaces in the process of name resolution. First, the most locally enclosing scape is searched for a given name. If not found there, the next outer scope is searched, and so on. We will continue our examination of namespaces, in Section 2.5, when discussing Python's treatment of object-orientation. We will see that each object has its own namespace to store its attribute, and that classes each have a namespace as well.

#### First-Class Objects

In the terminology of programming languages, first-class objects are instances of a type that can be assigned to an identifier, passed as a parameter, or returned by a function. All of the data types we introduced in Section 1.2.3, such as int and list, are clearly first-class types in Python. In Python, functions and classes are also treated as first-class objects. For example, we could write the following:

>>> scream = print

>>> scream('Hello world!')

Hello world!

>>>

In this case, we have not created a new function, we have simply defined scream as an alias for the existing print function. While there is little motivation for precisely this example, it demonstrates the mechanism that is used by Python to allow one function to be passed as a parameter to another. In Section 1.5.2, we noted that the built-in function, max, accepts an optional keyword parameter to specify a non-default order when computing a maximum. For example, a caller can use the syntax max(a, b, key=abs), to determine which value has the larger absolute value. Within the body of that function, the formal parameter, key, is an identifier that will be assigned to the actual parameters, abs.

In terms of namespaces, an assignment such as scream = print, introduces the identifier, scream, into the current namespace, with its value being the object that represents the built-in function, print. The same mechanism is applied when a user-defined function is declared. For example, our count function from Section 1.5 beings with the following syntax:

def count(data, target):

…

Such a declaration introduces the identifier, count, into the current namespace, with the value being a function instance representing its implementation. In similar fashion, the name of a newly defined class is associated with a representation of that class as its value. (Class definitions will be introduced in the next chapter.)

## Modules and the Import Statement

We have already introduced many functions (e.g., max) and classes (e.g., list) that are defined within Python's built-in namespace. Depending on the version of Python, there are approximately 130-150 definitions that were deemed significant enough to be included in that built-in namespace.

Beyond the built-in definitions, the standard Python distribution includes perhaps tens of thousands of other values, functions, and classes that are organized in additional libraries, known as **modules**, that can be **imported** from within a program. As an example, we consider the math module. While the built-in namespace includes a few mathematical functions (e.g., abs, min, max, round), many more are relegated to the math module (e.g., sin, cos, sqrt). That module also defines approximate values for the mathematical constants, pi and e.

Python's import statement loads definitions from a module into the current namespace. One form of an import statement uses a syntax such as the following:

from math import pi, sqrt

This command adds both pi and sqrt, as defined in the math module, into the current namespace, allowing direct use of the identifier, pi, or a call of the function, sqrt(2). If there are many definitions form the same module to be imported, an asterisk may be used as a wild card, as in **from** math **import** \*, but this form should be used sparingly. The danger is that some of the names defined in the module may conflict with names already in the current namespace (or being imported from another module), and the import causes the new definitions to replace existing ones.

Another approach that can be used to access many definitions from the same module is to import the module itself, using a syntax such as:

import math

Formally, this adds the identifier, math, to the current namespace, with the module as its value. (Modules are also first-class objects in Python.) Once imported, individual definitions from the module can be accessed using a fully-qualified name, such as math.pi or math.sqrt(2).

#### Creating a new Module

To create a new module, one simply has to put the relevant definitions in a file named with a .py suffix. Those definitions can be imported from any other .py file within the same project directory. For example, if we were to put the definition of our count function (see Section 1.5) into a file named utility.py, we could import that function using the syntax,

from utility import count

It is worth nothing that top-level commands with the module source code are executed when the module is first imported, almost as if the module were its own script. There is a special construct for embedding commands within the module that will be executed if the module is directly invoked as a script, but not when the module is imported from another script. Such commands should be placed in a body of a conditional statement of the following form,

if \_\_name\_\_ == '\_\_main\_\_':

Using our hypothetical utility.py module as an example, such commands will be executed if the interpreter is started with a command **python utility.py**, but not when the utility module is imported into another context. This approach is often used to embed what known as **unit tests** within the module; we will discuss unit testing further in Section 2.2.4.

### Existing Modules

Table 1‑7 provides a summary of a few available modules that are relevant to a study of data structures. We have already discussed the math module briefly. In the remainder of this section, we highlight another module that is particularly important for some of the data structures and algorithms that we will study later in this book.

Table 1‑7 Some existing Python modules relevant to data structures and algorithms.

|  |  |
| --- | --- |
| **Existing Moduels** | |
| **Module Name** | **Description** |
| array | Provides compact array storage for primitive types. |
| collections | Defines additional data structures and abstract base class  Involving collections of objects |
| copy | Defines general functions for making copies of objects. |
| heapq | Provides heap-based priority queue functions (see Section 9.3.7). |
| math | Defines common mathematical constants and functions. |
| os | Provides support for interactions with the operating system. |
| random | Provides random number generation. |
| re | Provides support for processing regular expressions. |
| sys | Provides additional level of interactions with the Python interpreter. |
| time | Provides support for measuring time, or delaying a program. |

#### Pseudo-Random Number Generation

Python's random module provides the ability to generate pseudo-random numbers, that is, numbers that are statistically random (but not necessary truly random). A pseudo-random number generator uses a deterministic formula to generate the next number un a sequence based upon one or more past numbers that is has generated. Indeed, a simple yet popular pseudo-random number generator chooses its next number based solely on the most recently chosen number and some additional parameters using the following formula.

next = (a\*current + b) % n;

where a, b, and n are appropriately chosen integers. Python uses a more advanced technique known as a **Mersenne twister.** It turns out that the sequences generated by these techniques can be proven to be statistically uniform, which is usually good enough for most applications requiring random numbers, such as games. For applications, such as computer security settings, where one needs unpredictable random sequences, this kind of formula should not be used. Instead, one should ideally sample from a source that is actually random, such as radio static coming from outer space.

Since the next number is a pseudo-random generator is determined by the previous number(s), such a generator always needs a place to start, which is called its seed. The sequence of numbers generated for a given seed will always be the same. One common trick to get a different sequence each time a program is run is to use a seed that will be different for each run. For example, we could use some timed input from a user or the current system time in milliseconds.

Python's random module provides support for pseudo-random number generation by defining a Random class; instances of that class serve as generators with independent state. This allows different aspects of a program to rely on their own pseudo-random number generator, so that calls to one generator do not affect the sequence of numbers produced by another. For convenience, all of the methods supported by a Random class are also supported as stand-alone functions of the random module (essentially using a single generator instance for all top-level calls).

Table 1‑8 Methods supported by instances of the Random class, and as top-level functions of the random module.

|  |  |
| --- | --- |
| **Syntax** | **Description** |
| seed(hashable) | Initializes the pseudo-random number generator  based upon the hash value of the parameter |
| random() | Returns a pseudo-random floating-point value  in the interval [0.0, 1.0]. |
| randint(a, b) | Returns a pseudo-random integer in the closed  interval [a, b]. |
| randrange(start, stop, step) | Returns a pseudo-random integer in the standard  Python range indicated by the parameter. |
| choice(seq) | Returns an element of the given sequence chosen  pseudo-randomly. |
| shuffle(seq) | Reorders the elements of the given sequence  pseudo-randomly. |

## Exercises

#### Reinforcement

**R-1.1** Write a short Python function, is\_multiple(n, m), that takes two integer values and returns True if n is a multiple of m, that is, n = mi for some integer i, and False otherwise.

def is\_multiple(n, m):

if n % m == 0:

return True

else:

return False

**R-1.2** Write a short Python function, is\_even(k), that takes an integer value and returns True if k is even, and False otherwise. However, your function cannot use the multiplication, modulo, or division operators.

def is\_even(k):

abs\_k = abs(k)

while abs\_k > 0:

abs\_k -= 2

if abs\_k == 0:

return True

else:

return False

**R-1.3** Write a short Python function, minmax(data), that takes a sequence of one or more numbers, and returns the smallest and largest numbers, in the form of a tuple of length two. Do not use the built-in functions min or max in implementing your solution.

def minmax(data):

min\_one = 0

max\_one = 0

for i in range(len(data)):

if data[i] < min\_one:

min\_one = data[i]

elif data[i] > max\_one:

max\_one = data[i]

return min\_one, max\_one

>>> minmax((2, 5, 6, -1))

(-1, 6)

**R-1.4** Write a short Python function that takes a positive integer n and returns the sum of the squares of all the positive integers smaller than n.

def sub\_squares(n):

result = 0

for i in range(1,n):

result += i\*i

return result

>>> sub\_squares(5)

30

>>> sub\_squares(2)

1

>>>

**R-1.5** Given a single command that computes the sum from Exercise R-1.4, relying on Python's comprehension syntax and the built-in sum function.

result = sum(i\*i for i in range(1, n))

**R-1.6** Write a short Python function that takes a positive integer n and returns the sum of the squares of all the odd positive integers smaller than n.

def odd\_squares(n):

result = 0

for i in range(1, n):

if i %2 != 0:

result += i\*i

if n <= 0:

result = "Please type a positive integer"

return result

**R-1.7** Give a single command that computes the sum from Exercise R-1.6, relying on Python's comprehension syntax and the built-in sum function.

**Solution:**

result = sum(i\*i for i in range(1,9) if i % 2 != 0)

**R-1.8** Python allows negative integers to be used as indices into a sequence, such as a string. If a string s has length n, and expression s[k] is used for index -n≤k<0, what is the equivalent index j≥0 such that s[j] references the same element?

**Solution:**

-n≤j<0

**R-1.9** What parameters should be sent to the range constructor, to produce a range with values 50, 60, 70, 80?

**Solution:**

range(50, 81, 10)

**R-1.10** What parameters should be sent to the range constructor, to produce a range with values 8, 6, 4, 2, 0, -2, -4, -6, -8?

**Solution:**

for i in range(-8,9,2):

print(-i)

**R-1.11** Demonstrate how to use Python's list comprehension syntax to produce the list [1, 2, 4, 8, 16, 32, 64, 128, 256].

**Solution:**

>>> some\_list = [2\*\*i for i in range(0,9)]

>>> some\_list

[1, 2, 4, 8, 16, 32, 64, 128, 256]

**R-1.12** Python's random module includes a function choice(data) that returns a random element from a non-empty sequence. The random module includes a more basic function randrange, with parameterization similar to the built-in range function, that return a random choice from the given range. Using only the randrange function, implement your own version of the choice function.

**Solution:**

def choice(data):

result = data[randrange(0,len(data))]

return result

>>> data = "Hello World!"

>>> choice(data)

'o'

>>> choice(data)

'l'

#### Creativity

**C-1.13** Write a pseudo-code description of a function that reverses a list of n integers, so that the numbers are listed in the opposite order than they were before, and compare this method to an equivalent Python function for doing the same thing (reversed(data)).

**Solution:**

>>> data = [1,2,3,4,5]

>>> data\_reversed = []

>>> for i in range(len(data)):

data\_reversed.append(data[-i-1])

>>> data\_reversed

[5, 4, 3, 2, 1]

>>>

**C-1.14** Write a short function that takes a sequence of integer values and determines if there is a distinct pair of numbers in the sequence whose product if odd.

**Solution:**

def is\_odd(data):

odd, even = 0, 0

for i in range(len(data)):

if data[i] % 2 == 0 and data[i] != 0:

even += 1

elif data[i] % 2 != 0:

odd += 1

if odd > 0 and even > 0:

return True

return False

>>> is\_odd([2,0,4])

False

>>> is\_odd([2,3,4])

True

>>>

**C-1.15** Write a Python function that takes a sequence of numbers and determines if all the numbers are different from each other (that is, they are distinct).

**Solution:**

def is\_distinct(data):

ordered\_data = sorted(data)

for i in range(len(data)-1):

if ordered\_data[i] == ordered\_data[i+1]:

return False

return True

**C-1.16** In our implementation of the scale function, the body of the loop executes the command data[j] \*= factor. We have discussed that numeric types are immutable, and that use of the \*= operator in this context causes the creation of a new instance (not the mutation of an existing instance). How is it still possible, then, that our implementation of the scale changes the actual parameter sent by the caller?

**Solutions:**

(See more in Section 1.5.1)

When a function is invoked, each identifier that serves as a formal parameter is assigned, in the function's local scope, to the respective actual parameter that is provided by the caller of the function.

def scale(data, factor):

for i in range(len(data)):

data[i] \*= factor

return data

>>> data = [1,2,3,4,5]

>>> scale(data, 3)

[3, 6, 9, 12, 15]

>>> data

[3, 6, 9, 12, 15]

>>>

**C-1.17** Had we implemented the scale function as follows, does it work properly?

def scale(data, factor):

for val in data:

val \*= factor

return data

Explain why or why not.

**Solution:**

No, it doesn't..

val \*= factor created a new val variable, but did not assign it's value to the element in data.

**C-1.18** Demonstrate how to use Python's list comprehension syntax to produce the list [0, 2, 6, 12, 20, 30, 42, 56, 72, 90].

**Solution:**

>>> list1 = [i\*(i+1) for i in range(10)]

>>> list1

[0, 2, 6, 12, 20, 30, 42, 56, 72, 90]

**C-1.19** Demonstrate how to use Python's list comprehension syntax to produce the list ['a', 'b', …, 'z'], but without having to type all 26 such characters literally.

**Solution:**

list2 = [chr(i+97) for i in range(26)]

>>> list2

['a', 'b', 'c', 'd', 'e', 'f', 'g', 'h', 'i', 'j', 'k', 'l', 'm', 'n', 'o', 'p', 'q', 'r', 's', 't', 'u', 'v', 'w', 'x', 'y', 'z']

**C-1.20** Python's random module includes a function shuffle(data), that accepts a list of elements and randomly reorders the elements so that each possible order occurs with equal probability. The random module includes a more basic function randint(a, b) that returns a uniformly random integer from a to b (including both endpoints). Using only the randint function, implement your own version of the shuffle function.

**Solution:**

>>> from random import randint

def shuffle(data):

len\_data = len(data)

for i in range(len\_data):

rand\_int = randint(i,len\_data-1)

data[i],data[rand\_int] = data[rand\_int], data[i]

return data

>>> data = [1,2,3,4,5]

>>> shuffle(data)

[4, 2, 1, 5, 3]

>>> shuffle(data)

[4, 5, 2, 3, 1]

>>>

**C-1.21** Write a Python program that repeatedly reads lines from standard input until an EOFError is raised, and then outputs those lines in reverse order (a user can indicate end of input by typing Ctrl-D).

**Solution:**

try:

list3 = []

while True:

a = input('Type something: ')

list3.append(a)

except:

print('The reversed list:')

for i in range(len(list3)):

print(list3[-i-1])

**C-1.22** Write a short Python program that takes two arrays a and b of length n storing int values, and returns the dot product of a and b. That is, it returns an array c of length n such that c[i] = a[i] \* b[i], for i=0, …, n-1.

**Solution:**

def dot\_product(A1, A2):

A3 = []

for i in range(len(A1)):

A3.append(A1[i] \* A2[i])

return A3

>>> A1 = [2,3,4,5]

>>> A2 = [5,4,3,2]

>>> dot\_product(A1,A2)

[10, 12, 12, 10]

**C-1.23** Give an example of a Python code fragment that attempts to write an element to a list based on an index that may be out of bounds. If that index is out of bounds, the program should catch the exception that results, and print the following error message:

"Don't try buffer overflow attacks in Python!"

**Solution:**

>>> L1 = [1,2,3,4]

try:

L1[4] = 5

except IndexError as e:

print(e, "\nDo't try buffer overflow attacks in Python!")

list assignment index out of range

Do't try buffer overflow attacks in Python!

>>>

**C-1.24** Write a short Python function that counts the number of vowels in a given character string.

**Solution:**

def count\_vowels(string):

vowels = ['a','e','i','o','u','A','E','I','O','U']

count = 0

for i in range(len(string)):

if string[i] in vowels:

count += 1

return count

**C-1.25** Write a short Python function that takes a string s, representing a sequence, and returns a copy of the string with all punctuation removed. For example, if given the string "Let's try, Mike.", this function would return "Lets try Mike."

**Solution:**

def remove\_punc(String):

S = [' ']

for i in range(65,90):

S.append(chr(i))

for j in range(97,123):

S.append(chr(j))

right = len(String)

result = ''

for k in range(len(String)):

if String[k] in S:

result += String[k]

return result

>>> String = "Let's try, Mike."

>>> remove\_punc(String)

'Lets try Mike'

>>>

**C-1.26** Write a short program that takes as input three integers, a, b and c from the console and determines if they can be used in a correct arithmetic formula (in the given order), like "a+b=c", "a=b-c", "a\*b=c"

**Solution:**

def is\_arithmetic():

a = int(input("Type an integer: "))

b = int(input("Type an integer: "))

c = int(input("Type an integer: "))

if a+b == c or a + c == b or b + c == a:

return True

elif a \* b == c or b \* c == a or a \*c == b:

return True

return False

>>> is\_arithmetic

<function is\_arithmetic at 0x024558A0>

>>> is\_arithmetic()

Type an integer: 2

Type an integer: 3

Type an integer: 5

True

>>>

**C-1.27** In Section 1.8, we provided three different implementations of a generator that computes factors of a given integer. The third of those implementations was the most efficient, but we noted that it did not yield the factors in increasing order, modify the generator so that it reports factors in increasing order, while maintaining its general performance advantages.

**Solution:**

def factor(n):

k = 1

L = []

while k \* k < n:

if n % k == 0:

L.append(k)

L.append(n // k)

k += 1

if k \* k == n:

L.append(k)

sorted\_L = sorted(L)

for i in sorted\_L:

yield i

**C-1.28** The p-norm of a vector v = (v1, v2, …, vn), in n-dimensional space is defined as

For the special case of p = 2, this results in the traditional Euclidean norm, which represents the length of vector. For example, the Euclidean norm of .

Given an implementation of a function named norm such that norm(v, p) returns the p-norm value of v and norm(v) returns the Euclidean norm of v. You may assume that v is a list of numbers.

**Solution:**

def norm(v,p=2):

from math import sqrt

square = 0

for i in v:

square += i\*\*p

left = 0

right = square

ans = (left + right)/2

while abs(ans \*\* p - square) > 0.00001:

if ans\*\*p < square:

left = ans

else:

right = ans

ans = (left + right)/2

return ans

#### Projects

**P-1.29** Write a Python program that outputs all possible strings formed by using the characters 'c', 'a', 't', 'd', 'o', and 'g' exactly once.

**Solution:**

def \_permute(result, temp, nums):

if nums == []:

result += [temp]

else:

for i in range(len(nums)):

\_permute(result, temp + [nums[i]], nums[:i] + nums[i+1:])

>>> result = []

>>> \_permute(result, [], L)

>>> for i in range(len(result)):

s = ''

for j in result[i]:

s += j

print(s)

**P-1.30** Write a Python program that can take a positive integer greater than 2 as input and write out the number of times one must repeatedly divide this number by 2 before getting a value less than 2.

**Solution:**

>>> a = int(input('Please type a positive integer: '))

Please type a positive integer: 5555555

>>> count = 0

>>> while a > 2:

a /= 2

count +=1

>>> count

22

>>> a \* 2\*\*22

5555555.0

>>>

def p131():

a = int(input('Please type a positive integer: '))

count = 0

while a > 2:

a /= 2

count += 1

return count

**P-1.31** Write a Python program that can "make change." Your program should take two numbers as input, one that is a monetary amount charged and the other that is a monetary given. It should then return the number of each kind of bill and coin to give back as change for the difference between the amount given and the amount charged. The values assigned to the bills and coins can be based on the monetary system of any current or former government. Try to design your program so that it returns as few bills and coins as possible.

**Solution:**

def make\_change(charge, given):

diff = given - charge

C\_100 = diff // 100

rest1 = diff - C\_100\*100

C\_50 = rest1 // 50

rest2 = rest1 - C\_50 \* 50

C\_20 = rest2 // 20

rest3 = rest2 - C\_20 \* 20

C\_10 = rest3 // 10

rest4 = rest3 - C\_10 \* 10

C\_1 = rest4 // 1

msg = """The change:\n100 yuan: %s\n50 yuan: %s\n20 yuan: %s\n10 yuan: %s\ncoins: %s"""%(C\_100, C\_50, C\_20, C\_10, C\_1)

return msg

>>> print(make\_change(888,1000))

The change:

100 yuan: 1

50 yuan: 0

20 yuan: 0

10 yuan: 1

coins: 2

>>>

>>> print(make\_change(6888, 10000))

The change:

100 yuan: 31

50 yuan: 0

20 yuan: 0

10 yuan: 1

coins: 2

>>>

**P-1.32** Write a Python program that can simulate a simple calculator, using the console as the exclusive input and output device. That is, each input to the calculator, be it a number, like 12.34 or 1034, or an operator, like + or =, can be done on a separate line. After each such input, you should output to the Python console what would be displayed on your calculator.

(http://www.cnblogs.com/Wxtrkbc/p/5453349.html)

**Solution:**

while True:

a = float(input('>'))

b = input('>')

c = float(input('>'))

d = input('>')

if d == '=':

if b == '+':

print(a+c)

elif b == '-':

print(a-c)

elif b == '\*':

print(a\*c)

elif b == '/':

print(a/c)

else:

print("Please type something")

>25

>-

>50

>=

-25.0

>

**P-1.34** A common punishment for school children is to write out a sentence multiple times. Write a Python stand-alone program that will write out the following sentence one hundred times: "I will never spam my friends again." Your program should number each of the sentences and it should make eight difference random-looking typos.

**Solution:**

L = ['I will never spam my friends again.', "Trust me, I won't do that again.", "I won't spam my friends again", 'Do not spam friends in the future', 'Never spam my friends.', 'Never spam my friends', 'Remember not to spam friends','I swear not to spam my friends again.']

for i in range(100):

j = randint(0,7)

result = L[j]

print(result)

**P-1.35** The birthday paradox says that the probability that two people in a room will have the same birthday is more than half, provided n, the number of people in the room, is more than 23. This property is not really a paradox, but many people find it surprising. Design a Python program that can test this paradox by a series of experiments on randomly generated birthdays, which test this paradox for n = 5, 10, 20, …, 100.

**Solution:**

def is\_distinct(L,n):

SL = sorted(L)

for i in range(n-1):

if SL[i] == SL[i+1]:

return 1

return 0

def test\_bir(n,m):

"""n for the number of people, m for the test times."""

from random import randint

all\_L = []

count = 0

for i in range(m):

all\_L.append([])

for j in range(n):

all\_L[i].append(randint(1,365))

count += is\_distinct(all\_L[i],n)

return count/m

>>> test\_bir(23,1000)

0.501

>>> test\_bir(23,10000)

0.5074

>>> test\_bir(5,1000)

0.03

>>> test\_bir(10,1000)

0.113

>>> test\_bir(30,1000)

0.688

>>> test\_bir(50,1000)

0.968

>>> test\_bir(100,1000)

1.0

**P-1.36** Write a Python program that inputs a list of words, separated by whitespace, and outputs how many times each word appears in the list. You need not worry about efficiency at this point, however, as this topic is something that will be addressed later in this book.

**Solution:**

>>> D = {}

>>> S = input("Type some words, separated by whitespace:")

Type some words, separated by whitespace:hello world hello everyone

>>> L = S.split(' ')

>>> print(L)

['hello', 'world', 'hello', 'everyone']

>>> for i in range(len(L)):

if L[i] not in D.keys():

value = 1

D[L[i]] = value

else:

D[L[i]] += 1

>>> D

{'hello': 2, 'world': 1, 'everyone': 1}

>>>

>>> L1 = [i for i in D.keys()]

>>> L2 = [i for i in D.values()]

>>> for i in range(len(D)):

print("The word %s comes out %s times."%(L1[i],L2[i]))

The word hello comes out 2 times.

The word world comes out 1 times.

The word everyone comes out 1 times.

>>>

**P-1.33** Write a Python program that simulate a handheld calculator. Your program should process input from the Python console representing buttons that are "pushed", and then output the contents of the screen after each operation is performed. Minimally, your calculator should be able to process the basic arithmetic operations and a reset/clear operation.

**Solution:**

http://www.cnblogs.com/Wxtrkbc/p/5453349.html